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This is a practice of [UC business analytics R programming guide](http://uc-r.github.io/).

# Predictive Analysis

## Gradient boosting machines (GBM)

Gradient boosted machines (GBMs) are an extremely popular machine learning algorithm that have proven successful across many domains and is one of the learning methods for winning Kaggle competitions. Whereas [random forest](http://uc-r.github.io/random_forests) build anc ensemble of deepe independent trees, GBMs build an ensemple of shallow and weak successive trees with each tree leading and improving on the previous.

When combined, these many weak successive trees produce a powerful “committee” that are often hard to beat with other algorithms. This tutorial will cover the fundamentals of GBMs for regression problems.

### tl;dr

This tutotrial serves as an introduction to the GBMs. This tutorial will cover the following material:

* [Replication Requirements](#GBM_RR): What you’ll need to reproduce the analysis in this tutorial.
* [Advantages & Disadvantages](#GBM_feature): Primary strengths and weaknesses of GBMs.
* [The idea](#GBM_idea): A quick overview of how GBMs work.
* [gbm](#GBM_gbm_pkg): Training and tuning with the gbm package
* [xgboost](#GBM_xgboost_pkg): Training and tuning with the xgboost package
* [h2o](#GBM_h2o_pkg): Training and tuning with the h2o package
* [Learning more](#GBM_Learn): Where you can learn more.

### Replication requirements

This tutorial leverages the following packages. Some of these packages play a supporting role; however, we demonstrate how to implement GBMs with several different packages and discuss the pros and cons to each.

library(rsample) # data splitting   
library(gbm) # basic implementation  
library(xgboost) # a faster implementation of gbm  
library(caret) # an aggregator package for performing many machine learning models  
library(h2o) # a java-based platform  
library(pdp) # model visualization  
library(ggplot2) # model visualization  
library(lime) # model visualization

To illustrate various GBM concepts, we will use the Ames housing data that has been included in the AmesHousing package.

# create training(70%) and test (30%) sets   
# Use set.seed for reproducibility  
  
set.seed(123)  
ames\_split <- initial\_split(AmesHousing::make\_ames(), prop = .7)  
ames\_train <- training(ames\_split)  
ames\_test <- testing(ames\_split)

**Important notice**: tree-based methods tend to perform well on unprocessed data (i.e., without normalizing, centering, scaling features). In this tutorial, I focus on how to implement GBMs with various packages. Although I do not pre-process the data, realize that you **can** improve model performance by spending time processing variable attributes.

### Advantages & Disadvantages

**Advantages** - Often provides predictive accuracy that cannot be beat. - Lots of flexibility - can optimize on different loss functions and provides several hyperparameter tuning options that make the function fit very flexible. - No data pre-processing required - often works great with categorical and numerical values as is. - Handles missing data - imputation not required.

**Disadvantages** - GBMs will continue improving to minimize all errors. This can overemphasize outliers and cause overfitting. Must use cross-validation to neutralize. - Computationally expensive - GBMs often require many trees (>1000) which can be time and memory exhaustive. - The high flexibility results in many parameters that interact and influence heavily the behavior of the approach (number of iterations, tree depth, regularization parameters, etc.). This requires a large grid search during tuning. - Less interpretable although this is easily addressed with various tools (variable importance, partial dependence plots, LIME, etc.).

### The idea

Several supervised machine learning models are founded on a single predictive model (i.e., liner regression, penalized models, naive Bayes, support vector machines). Alternatively, other approaches such as bagging and random forests are built on the idea of building an ensemble of models where each individal model predicts the outcome and then the ensemble simply averages the predictive values. The family of boosting methods is based on a different, constructive strategy of ensemble formation.

The main idea of boosting is to add new models to the ensemble **sequentially**. At each particular iteration, a new weak, base-learner model is trained with respect to the error of the whole ensemble learnt so far.

knitr::include\_graphics("C:/Protected/Data Science/UC Business Analytics/image/boosted-trees-process.png")
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Let’s discuss each component of the previous sentence in closer detail because they are important.

**Base-learning models**: Boosting is a framework that iteratively improves any weak learning model. Many gradient boosting applications allow you to “plug in” various classes of weak learners at your disposal. In practice however, boosted algorithms almost always use decision trees as the base-learner. Consequently, this tutorial will discuss boosting in the context of regression trees.

**Training weak models**:A weak model is one whose error rate is only slightly better than random guessing. The idea behind boosting is that each sequential model builds a simple weak model to slightly improve the remaining errors. With regards to decision trees, shallow trees represent a weak learner. Commonly, trees with only 1-6 splits are used. Combining many weak models (versus strong ones) has a few benefits:

* Speed: Constructing weak models is computationally cheap.
* Accuracy improvement: Weak models allow the algorithm to learn slowly; making minor adjustments in new areas where it does not perform well. In general, statistical approaches that learn slowly tend to perform well.
* Avoids overfitting:Due to making only small incremental improvements with each model in the ensemble, this allows us to stop the learning process as soon as overfitting has been detected (typically by using cross-validation).

**Sequential training with respect to errors**: Boosted trees are grown sequentially; each tree is grown using information from previously grown trees. The basic algorithm for boosted regression trees can be generalized to the following where x represents our features and y represents our response:

1. Fit a decision tree to the data:
2. We then fit the next decision tree to the residuals of the previous:
3. Add this new tree to our algorithm: ,
4. Fir the next decision tree to the residuals of :
5. Add this new tree to our algorithm:
6. Continue this process until some mmechasim (i.e., cross-validation) tells us to stop.

The basic algorithm for boosted regression trees can be generalized to the following where the final model is simply a stagewise additive model of individual regression trees:

To illustrate the behaivor, assume the following and observations. The blue sine wave represents the true underlying function and the points represent observations that include some irriducible error (noise). The boosted prediction illustrates the adjusted predictions after each additional sequential tree is added to the algorithm. Initially, there are large errors which the boosted algorithm improves upon immediately but as the predictions get closer to the true underlying function you see each additional tree make small improvements in different areas across the feature space where errors remain. Towards the end of the gif, the predicted values nearly converge to the true underlying function.

**Gradient descent**

Many algorithms, including decision trees, focus on minimizing the residuals and, therefore, emphasize the MSE loss function. The algorithm discussed in the previous section outlines the approach of sequentially fitting regression trees to minimize the errors. This specific approach is how gradient boosting minimizes the mean squared error (MSE) loss function.

However, often we wish to focus on other loss functions such as mean absolute error (MAE) or to be able to apply the method to a classification problem with a loss function such as deviance. The name **gradient** boosting machines come from the fact that this procedure can be generalized to loss functions other than MSE.

Gradient boosting is considered a **gradient descent** algorithm. Gradient descent is a very generic optimization algorithm capable of finding optimal solutions to a wide range of problems. The general idea of a gradient descent is to tweak parameters iteratively in order to minimize a cost function. Suppose you are a downhill skier racing your friend.

A good strategy to beat your friend to the bottom is to take the path with the steepest sloep. This is is exactly what gradient descent does - it measures the local gradient of the loss (cost) function for a given set of parameter () and takes steps in the direction of the descending gradient. Once the gradient is zero, we have reached the minimum.

Gradient descent can be performed on any loss function that is differentiable. Consequently, this allows GBMs to optimize different loss functions as desired (see ESL, p. 360 for common loss functions). An important parameter in gradient descent is the size of the steps which is determined by the *learning rate*. If the learning rate is too small, then the algorithm will take many iterations to find the minimum. On the other hand, if the learning rate is too high, you might jump cross the minimum and end up further away than when you started.

Moreover, not all cost functions are convex (bowl shaped). There may be local minimas, plateaus, and other irregular terrain of the loss function that makes finding the global minimum difficult. *Stochastic gradient descent* can help us address this problem by sampling a fraction of the training observations (typically without replacement) and growing the next tree using that subsample.

This makes the algorithms faster but the stochastic nature of random sampling also adds some random nature in descending the loss function gradient. Although this randomness does not allow the algorithm to find the absolute global minimum, it can actually helpt the algorithm jump out of local minima and off plateus get near the global minimum.

As we’ll see in the next section, there are several hyperparameter tuning options that allow us to address how we approach the gradient descent of our loss function.

#### Tuning

Part of the beauty and challenges of GBM is that they offer several tuning parameters. The beauty in this is GBMs are highly flexible. The challenge is that they can be time consuming to tune and find the optimal combination of hyperparamters. The most common hyperparameters that you will find in most GBM implementations include:

* **Number of trees**: The total number of trees to fit. GBMs often require many trees; however, unlike random forests GBMs can overfit so the goal is to find the optimal number of trees that minimize the loss function of interest with cross validation.
* **Depth of trees**; The number of splits in each tree, which controls the complexity of the boosted ensembles. Often works well, in which case each tree is a stump consisting of a single split. More commonly, is greater than 1 but is unlikely will be required.
* **Learning rate**: Controls how quickly the algorithm proceeds down the gradient descent. Smaller values reduce the chance of overfitting but also increases the time to find the optimal fit. This is also called *shrinkage*.
* **Subsampling**: Controls whether or not you use a fraction of the available training observations. Using less than 100% of the training observations means you are implementing stochastic gradient descent. This can help to minimize overfitting and keep from getting stuck in a local minimum or plateau of the loss function gradien

Throughout this tutorial you’ll be exposed to additional hyperparameters that are specific to certain packages and can improve performance and/or the efficiency of training and tuning models.

#### Package implementation

There are many packages that implement GBMs and GBM variants. You can find a fairly comprehensive list [here](https://koalaverse.github.io/machine-learning-in-R/gradient-boosting-machines.html#gbm-software-in-r) and at the [CRAN Machine Learning Task View](https://cran.r-project.org/web/views/MachineLearning.html). However, the most popular implementations which we will cover in this plot include:

* [gbm](https://cran.r-project.org/web/packages/gbm/index.html): The original R implementation of GBMs
* [xgboost](https://cran.r-project.org/web/packages/xgboost/index.html): A fast and efficient gradient boosting framework (C++ backend)
* [h2o](https://cran.r-project.org/web/packages/gamboostLSS/index.html): A powerful java-based interface that provides parallel distributed algorithms and efficient productionalization.

#### gbm

The gbm R package is an implementation of extensions to Freund and Schapire’s [AdaBoost algorithm](http://www.site.uottawa.ca/~stan/csi5387/boost-tut-ppr.pdf) and Friedman’s [gradient boosting machine.](https://statweb.stanford.edu/~jhf/ftp/trebst.pdf) This is the original R implementation of GBM. A presentation is available [here](https://www.slideshare.net/mark_landry/gbm-package-in-r) by Mark Landry.

Features include:

* Stochastic GBM.
* Supports up to 1024 factor levels.
* Supports Classification and regression trees.
* Can incorporate many loss functions.
* Out-of-bag estimator for the optimal number of iterations is provided.
* Easy to overfit since early stopping -functionality is not automated in this package.
* If internal cross-validation is used, this can be parallelized to all cores on the machine.
* Currently undergoing a major refactoring & rewrite (and has been for some time).
* GPL-2/3 License.

#### Basic implementation

gbm has two primary training functions - gbm::gbm and gbm::gbm.fit. The primary difference is that gbm::gbm uses the formula interface to specify your model whereas gbm::gbm.fit requires the separated x and y matrices. When working with many variables it is more efficient to use the matrix rather than formula interface.

The default settings in gbm includes a learning rate (shrinkage) of 0.001. This is a very small learning rate and typically requires a large number of trees to find the minimum MSE. However, gbm uses a default number of trees of 100, which is rarely sufficient. Consequently, I crank it up to 10,000 trees. The default depth of each tree (interaction.depth) is 1, which means we are ensembling a bunch of stumps. Lastly, I also include cv.folds to perform a 5 fold cross validation. The model took about 90 seconds to run and the results show that our MSE loss function is minimized with 10,000 trees.

# for reproducibility  
set.seed(123)  
  
# train GBM model  
gbm.fit <- gbm(  
 formula = Sale\_Price ~.,  
 distribution = "gaussian",  
 data = ames\_train,  
 n.trees = 10000,  
 interaction.depth = 1,  
 shrinkage = 0.001,  
 cv.folds = 5,  
 n.cores = NULL, # will use all cores by default  
 verbose = FALSE  
)  
  
# print results  
print(gbm.fit)  
## gbm(formula = Sale\_Price ~ ., distribution = "gaussian", data = ames\_train,   
## n.trees = 10000, interaction.depth = 1, shrinkage = 0.001,   
## cv.folds = 5, verbose = FALSE, n.cores = NULL)  
## A gradient boosted model with gaussian loss function.  
## 10000 iterations were performed.  
## The best cross-validation iteration was 9998.  
## There were 80 predictors of which 47 had non-zero influence.  
# gbm(formula = Sale\_Price ~ ., distribution = "gaussian", data = ames\_train,   
## n.trees = 10000, interaction.depth = 1, shrinkage = 0.001,   
## cv.folds = 5, verbose = FALSE, n.cores = NULL)  
## A gradient boosted model with gaussian loss function.  
## 10000 iterations were performed.  
## The best cross-validation iteration was 10000.  
## There were 80 predictors of which 45 had non-zero influence.

The output object is a list containing several modeling and results information. We can access this information with regular indexing; I recommend you take some time to dig around in the object to get comfortable with its components. Here, we see that the minimum CV RMSE is 29133 (this means on average our model is about $29,133 off from the actual sales price) but the plot also illustrates that the CV error is still decreasing at 10,000 trees.

# get MSE and compute RMSE  
sqrt(min(gbm.fit$cv.error))  
## [1] 29551.99  
## [1] 29133.33  
  
# plot loss function as a result of n trees added to the ensemble  
gbm.perf(gbm.fit, method = "cv")
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## [1] 9998

In this case, the small learning rate is resulting in very small incremental improvements which means many trees are required. In fact, for the default learning rate and tree depth settings it takes 39,906 trees for the CV error to minimize (~ 5 minutes of run time)!

#### Tuning

However, rarely do the degfault settings suffice. We could tune parameters one at a time to see how the results change. for example, here, I increase the learning rate to take large steps down the gradient descent, reduce the number of trees (since we are reducing the learning rate), and increase the depth of each tree from using a single split to 3 splits. This model takes about 90 seconds to run and achieves a significantly lower RMSE than our initial model with only 1,260 trees.

# for reproducibility  
set.seed(123)  
  
# train GBM model  
gbm.fit2 <- gbm(  
 formula = Sale\_Price ~ .,  
 distribution = "gaussian",  
 data = ames\_train,  
 n.trees = 5000,  
 interaction.depth = 3,  
 shrinkage = 0.1,  
 cv.folds = 5,  
 n.cores = NULL, # will use all cores by default  
 verbose = FALSE  
 )   
  
# find index for n trees with minimum CV error  
min\_MSE <- which.min(gbm.fit2$cv.error)  
  
# get MSE and compute RMSE  
sqrt(gbm.fit2$cv.error[min\_MSE])  
## [1] 23852.61  
## [1] 23112.1  
  
# plot loss function as a result of n trees added to the ensemble  
gbm.perf(gbm.fit2, method = "cv")
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## [1] 1003

However, a better option than manually tweaking hyperparameters one at a time is to perform a grid search which iterates over every combination of hyperparameter values and allows us to assess which combination tends to perform well. To perform a manual grid search, first we want to construct our grid of hyperparameter combinations. We’re going to search across 81 models with varying learning rates and tree depth. I also vary the minimum number of observations allowed in the trees terminal nodes (n.minobsinnode) and introduce stochastic gradient descent by allowing bag.fraction < 1.

# create hyperparameter grid  
  
hyper\_grid <- expand.grid(  
 shrinkage = c(0.01, .1, .3),  
 interaction.depth = c(1,3,5),  
 n.minosinnode = c(5,10,15),  
 bag.fraction = c(.65, .8,1),  
 optimal\_trees = 0, # a place to dump results  
 min\_RMSE = 0 # a place to dump results  
)  
  
# total number of combinations  
nrow(hyper\_grid)  
## [1] 81

We loop through each hyperparameter combination and apply 5,000 trees. However, to speed up the tuning process, instead of performing 5-fold CV I train on 75% of the training observations and evaluate performance on the remaning 25%. **Important note**: when using train.fraction it will take the first Xx % of the data so its important to randomize your rows in case this is any logic behind the ordering of the data (i.e., ordered by neighborhood)

After about 30 minutes of training time our grid search ends and we see a few important results pop out. First, our top model has better performance than our previously fitted model above, with the RMSE nearly $3,000 lower. Second, looking at the top 10 models we see that:

* none of the top models used a learning rate of ; small incremental steps down the gradient descent appears to work best,
* none of the top models used stumps (interaction.depth = 1); there are likely stome important interactions that the deeper trees are able to capture,
* adding a stochastic component with bag.fraction < 1 seems to help; there may be some local minimas in our loss function gradient,
* none of the top models used n.minobsinnode = 15; the smaller nodes may allow us to capture pockets of unique feature-price point instances,
* in a few instances we appear to use nearly all 5,000 trees; maybe we should increase this parameter in our next search?

# randomize data  
random\_index <- sample(1:nrow(ames\_train), nrow(ames\_train))  
random\_ames\_train <- ames\_train[random\_index,]  
  
# grid search  
for (i in 1:nrow(hyper\_grid)){  
 # reproducibility  
 set.seed(123)  
   
 # train model  
 gbm.tune <- gbm(  
 formula = Sale\_Price ~.,  
 distribution = "gaussian",  
 data = random\_ames\_train,  
 n.trees = 5000,  
 interaction.depth = hyper\_grid$interaction.depth[i],  
 shrinkage = hyper\_grid$shrinkage[i],  
 n.minobsinnode = hyper\_grid$n.minosinnode[i],  
 bag.fraction = hyper\_grid$bag.fraction[i],  
 train.fraction = .75,  
 n.cores = NULL, # will use all cores by default,  
 verbose = FALSE  
 )  
   
 # add min training error and trees to grid  
 hyper\_grid$optimal\_trees[i] <- which.min(gbm.tune$valid.error)  
 hyper\_grid$min\_RMSE[i] <- sqrt(min(gbm.tune$valid.error))  
}  
  
hyper\_grid %>%   
 dplyr::arrange(min\_RMSE) %>%  
 head(10)  
## shrinkage interaction.depth n.minosinnode bag.fraction optimal\_trees  
## 1 0.10 5 5 0.80 583  
## 2 0.01 5 5 0.80 4969  
## 3 0.01 5 5 1.00 4844  
## 4 0.01 5 10 0.80 4669  
## 5 0.01 5 10 1.00 4417  
## 6 0.10 5 15 0.80 364  
## 7 0.01 5 10 0.65 5000  
## 8 0.01 5 5 0.65 5000  
## 9 0.10 5 10 0.80 1417  
## 10 0.01 5 15 0.80 5000  
## min\_RMSE  
## 1 20916.08  
## 2 21341.28  
## 3 21402.16  
## 4 21418.73  
## 5 21496.43  
## 6 21527.81  
## 7 21569.37  
## 8 21599.52  
## 9 21652.69  
## 10 21694.30

These results help us to zoom into areas where we can refine our search. Let’s adjust our grid and zoom into closer regions of the values that appear to produce the best results in our previous grid search. This grid contains 81 combinations that we’ll search across.

# modify hyperparameter grid  
hyper\_grid <- expand.grid(  
 shrinkage = c(.01, .05, .1),  
 interaction.depth = c(3, 5, 7),  
 n.minobsinnode = c(5, 7, 10),  
 bag.fraction = c(.65, .8, 1),   
 optimal\_trees = 0, # a place to dump results  
 min\_RMSE = 0 # a place to dump results  
)  
  
# total number of combinations  
nrow(hyper\_grid)  
## [1] 81  
## [1] 81

We can use the same for loop as before and perform our grid search. We get pretty similar results as before and, actually, our best model is the same as the best model above with an RMSE just above $20K.

# grid search  
  
for (i in 1:nrow(hyper\_grid)){  
   
 # reproducibility  
 set.seed(123)  
   
 # train model  
 gbm.tune <- gbm(  
 formula = Sale\_Price ~.,  
 distribution = "gaussian",  
 data = random\_ames\_train,  
 n.trees = 6000,  
 interaction.depth = hyper\_grid$interaction.depth[i],  
 shrinkage = hyper\_grid$shrinkage[i],  
 n.minobsinnode = hyper\_grid$n.minobsinnode[i],  
 bag.fraction = hyper\_grid$bag.fraction[i],  
 train.fraction = 0.75,  
 n.cores = NULL, # will use all cores by default,  
 verbose = FALSE  
 )  
   
 # add min trainining error and trees to grid  
 hyper\_grid$optimal\_trees[i] <- which.min(gbm.tune$valid.error)  
 hyper\_grid$min\_RMSE[i] <- sqrt(min(gbm.tune$valid.error))  
 }  
  
hyper\_grid %>%   
 dplyr::arrange(min\_RMSE) %>%   
 head(10)  
## shrinkage interaction.depth n.minobsinnode bag.fraction optimal\_trees  
## 1 0.05 5 7 0.65 1088  
## 2 0.10 5 5 0.80 583  
## 3 0.05 7 7 0.65 1624  
## 4 0.01 7 5 1.00 5727  
## 5 0.05 5 5 0.65 5247  
## 6 0.05 7 7 1.00 1160  
## 7 0.05 7 5 1.00 1196  
## 8 0.01 7 5 0.80 5979  
## 9 0.01 7 7 0.80 5409  
## 10 0.05 7 5 0.80 2432  
## min\_RMSE  
## 1 20818.68  
## 2 20916.08  
## 3 21007.13  
## 4 21042.62  
## 5 21047.53  
## 6 21100.00  
## 7 21140.22  
## 8 21164.36  
## 9 21174.42  
## 10 21233.68  
## n.trees shrinkage interaction.depth n.minobsinnode bag.fraction optimal\_trees min\_RMSE  
## 1 6000 0.10 5 5 0.65 483 20407.76  
## 2 6000 0.01 5 7 0.65 4999 20598.62  
## 3 6000 0.01 5 5 0.65 4644 20608.75  
## 4 6000 0.05 5 7 0.80 1420 20614.77  
## 5 6000 0.01 7 7 0.65 4977 20762.26  
## 6 6000 0.10 3 10 0.80 1076 20822.23  
## 7 6000 0.01 7 10 0.80 4995 20830.03  
## 8 6000 0.01 7 5 0.80 4636 20830.18  
## 9 6000 0.10 3 7 0.80 949 20839.92  
## 10 6000 0.01 5 10 0.65 4980 20840.43

Once we have found our top model we train a model with those specific parameters. And since the model coveraged at 483 trees I train a cross validated model (to provide a more robust errro estimate) with 1000 trees. The cross-validated error of ~$22K is a better representation of the error we might expect on a new unseen data set.

# for reproducibility  
set.seed(123)  
  
# train GBM model  
gbm.fit.final <- gbm(  
 formula = Sale\_Price ~ .,  
 distribution = "gaussian",  
 data = ames\_train,  
 n.trees = 483,  
 interaction.depth = 5,  
 shrinkage = 0.1,  
 n.minobsinnode = 5,  
 bag.fraction = .65,   
 train.fraction = 1,  
 n.cores = NULL, # will use all cores by default  
 verbose = FALSE  
 )

#### Visualizing

*variable importance*

After re-running our final model we likely want to understand the variables that have the largest influence on sale price. The summary method for gbm will output a data frame and a plot that shows the most influential variables. cBars allows you to adjust the number of variables to show (in order of influence). The default method for computing variable importance is with relative influence

1. method=relative.influence: At each split in each tree, gbm computes the improvement in the split-criterion (MSE for regression). gbm then averages the improvement made by each variable across all the trees that the variable is used. The variables with the largest average decrease in MSE are considered most important.
2. method = permutation.test.gbm: For each tree, the OOB sample is passed down the tree and the prediction accuracy is recorded. Then the values for each variable (one at a time) are randomly permuted and the accuracy is again computed. The decrease in accuracy as a result of this randomly “shaking up” of variable values is averaged over all the trees for each variable. The variables with the largest average decrease in accuracy are considered most important.

par(mar = c(5, 8, 1, 1))  
summary(  
 gbm.fit.final,   
 cBars = 10,  
 method = relative.influence, # also can use permutation.test.gbm  
 las = 2  
 )

![](data:image/png;base64,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)

## var rel.inf  
## Overall\_Qual Overall\_Qual 4.048861e+01  
## Gr\_Liv\_Area Gr\_Liv\_Area 1.402976e+01  
## Neighborhood Neighborhood 1.320178e+01  
## Total\_Bsmt\_SF Total\_Bsmt\_SF 5.227608e+00  
## Garage\_Cars Garage\_Cars 3.296480e+00  
## First\_Flr\_SF First\_Flr\_SF 2.927688e+00  
## Garage\_Area Garage\_Area 2.779194e+00  
## Exter\_Qual Exter\_Qual 1.618451e+00  
## Second\_Flr\_SF Second\_Flr\_SF 1.517907e+00  
## Lot\_Area Lot\_Area 1.296325e+00  
## Bsmt\_Qual Bsmt\_Qual 1.106896e+00  
## MS\_SubClass MS\_SubClass 9.788950e-01  
## Bsmt\_Unf\_SF Bsmt\_Unf\_SF 8.313946e-01  
## Year\_Remod\_Add Year\_Remod\_Add 7.381023e-01  
## BsmtFin\_Type\_1 BsmtFin\_Type\_1 6.967389e-01  
## Overall\_Cond Overall\_Cond 6.939359e-01  
## Kitchen\_Qual Kitchen\_Qual 6.649051e-01  
## Garage\_Type Garage\_Type 5.727906e-01  
## Fireplace\_Qu Fireplace\_Qu 5.281111e-01  
## Bsmt\_Exposure Bsmt\_Exposure 4.601763e-01  
## Sale\_Type Sale\_Type 4.063181e-01  
## Exterior\_1st Exterior\_1st 3.889487e-01  
## Open\_Porch\_SF Open\_Porch\_SF 3.797533e-01  
## Sale\_Condition Sale\_Condition 3.771138e-01  
## Exterior\_2nd Exterior\_2nd 3.482380e-01  
## Year\_Built Year\_Built 3.289944e-01  
## Full\_Bath Full\_Bath 3.070894e-01  
## Screen\_Porch Screen\_Porch 2.907584e-01  
## Fireplaces Fireplaces 2.906831e-01  
## Bsmt\_Full\_Bath Bsmt\_Full\_Bath 2.890666e-01  
## Wood\_Deck\_SF Wood\_Deck\_SF 2.448412e-01  
## Longitude Longitude 2.249308e-01  
## Central\_Air Central\_Air 2.232338e-01  
## Condition\_1 Condition\_1 1.867403e-01  
## Latitude Latitude 1.650208e-01  
## Lot\_Frontage Lot\_Frontage 1.488962e-01  
## Heating\_QC Heating\_QC 1.456177e-01  
## Mo\_Sold Mo\_Sold 1.406729e-01  
## TotRms\_AbvGrd TotRms\_AbvGrd 1.162828e-01  
## Functional Functional 1.118959e-01  
## Mas\_Vnr\_Area Mas\_Vnr\_Area 1.005664e-01  
## Paved\_Drive Paved\_Drive 9.346526e-02  
## Land\_Contour Land\_Contour 9.026977e-02  
## Enclosed\_Porch Enclosed\_Porch 7.512751e-02  
## Garage\_Cond Garage\_Cond 7.143649e-02  
## Lot\_Config Lot\_Config 6.355982e-02  
## Year\_Sold Year\_Sold 6.198938e-02  
## Bedroom\_AbvGr Bedroom\_AbvGr 6.146463e-02  
## Mas\_Vnr\_Type Mas\_Vnr\_Type 5.820946e-02  
## Roof\_Style Roof\_Style 5.682478e-02  
## Roof\_Matl Roof\_Matl 4.948087e-02  
## Alley Alley 4.279173e-02  
## BsmtFin\_Type\_2 BsmtFin\_Type\_2 3.482743e-02  
## Low\_Qual\_Fin\_SF Low\_Qual\_Fin\_SF 3.427532e-02  
## Garage\_Qual Garage\_Qual 3.136598e-02  
## Foundation Foundation 2.803887e-02  
## Bsmt\_Cond Bsmt\_Cond 2.768063e-02  
## Condition\_2 Condition\_2 2.751263e-02  
## Bsmt\_Half\_Bath Bsmt\_Half\_Bath 2.650291e-02  
## MS\_Zoning MS\_Zoning 2.346874e-02  
## Pool\_QC Pool\_QC 2.211997e-02  
## Half\_Bath Half\_Bath 2.148830e-02  
## Three\_season\_porch Three\_season\_porch 1.833322e-02  
## BsmtFin\_SF\_2 BsmtFin\_SF\_2 1.774457e-02  
## Garage\_Finish Garage\_Finish 1.407325e-02  
## Fence Fence 1.188101e-02  
## House\_Style House\_Style 1.105981e-02  
## Exter\_Cond Exter\_Cond 1.061516e-02  
## Misc\_Val Misc\_Val 7.996187e-03  
## Street Street 7.460435e-03  
## Land\_Slope Land\_Slope 6.847183e-03  
## Lot\_Shape Lot\_Shape 6.681489e-03  
## Electrical Electrical 5.498046e-03  
## BsmtFin\_SF\_1 BsmtFin\_SF\_1 4.149129e-03  
## Pool\_Area Pool\_Area 3.622225e-03  
## Misc\_Feature Misc\_Feature 7.232842e-04  
## Utilities Utilities 0.000000e+00  
## Bldg\_Type Bldg\_Type 0.000000e+00  
## Heating Heating 0.000000e+00  
## Kitchen\_AbvGr Kitchen\_AbvGr 0.000000e+00

An alternative approach is to use the underdevelopment vip package, which provides ggplot2 plots. vip also provides an additional measure of variable importance based on partial dependence measures and is a common variable importance plotting framework for many machine learning models.

# devtools::install\_github("koalaverse/vip")  
vip::vip(gbm.fit.final)
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*Partial dependence plots*

After the most relevant variables have been identified the next step is to attemp to understand how the response variable changes based on these variables. For this, we can use **partial dependence plots (PDPs)** and **individual conditional expectation (ICE) curves**.

PDPs plot the change in the average predicted values as specified feature(s) vary over their marginal distribution. for example, consider the Gr\_Liv\_Area variable. The PDP plot below displays the average change in predicted sales price as we vary Gr\_Liv\_Area while holding all other variables constant. This is done by holding all variables constant for each observation in our training data set but then apply the unique values of Gr\_Liv\_Area for each observation. We then average the sale price across all the observations. This PDP illustrates how the predicted sales price increases as the square footage of the ground floor in a house increases.

gbm.fit.final %>%   
 partial(pred.var = "Gr\_Liv\_Area",   
 n.trees = gbm.fit.final$n.trees,  
 grid.resolution = 100) %>%   
 autoplot(rug = TRUE, train=ames\_train)+  
 scale\_y\_continuous(labels=scales::dollar)
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ICE curves are an extension of PDP plots but, rather than plot the average marginal effect on the response variable, we plot the change in the predicted response variable for each observation as we vary each predictor variable. Below shows the regular ICE curve plot (left) and the centered ICE curves (right). When the curves have a wide range of intercepts and are consequently “stacked” on each other, heterogeneity in the response variable values due to marginal changes in the predictor variable of interest can be difficult to discern. The centered ICE can help draw these inferences out and can highlight any strong heterogeneity in our results. The resuts show that most observations follow a common trend as Gr\_Liv\_Area increases; however, the centered ICE plot highlights a few observations that deviate from the common trend.

ice1 <- gbm.fit.final %>%   
 partial(  
 pred.var = "Gr\_Liv\_Area",  
 n.trees = gbm.fit.final$n.trees,   
 grid.resolution = 100,  
 ice = TRUE  
 ) %>%  
 autoplot(rug = TRUE, train = ames\_train, alpha = .1) +  
 ggtitle("Non-centered") +  
 scale\_y\_continuous(labels = scales::dollar)  
  
ice2 <- gbm.fit.final %>%  
 partial(  
 pred.var = "Gr\_Liv\_Area",   
 n.trees = gbm.fit.final$n.trees,   
 grid.resolution = 100,  
 ice = TRUE  
 ) %>%  
 autoplot(rug = TRUE, train = ames\_train, alpha = .1, center = TRUE) +  
 ggtitle("Centered") +  
 scale\_y\_continuous(labels = scales::dollar)  
  
gridExtra::grid.arrange(ice1, ice2, nrow=1)
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*LIME*

LIME is a newer procedure for understanding why a prediction resulted in a given value for a single observation. You can read more about LIME [here](http://uc-r.github.io/lime). To use the lime package on a gbm model we need to define model type and prediction methods.

model\_type.gbm <- function(x, ...) {  
 return("regression")  
}  
  
predict\_model.gbm <- function(x, newdata, ...) {  
 pred <- predict(x, newdata, n.trees = x$n.trees)  
 return(as.data.frame(pred))  
}

We can now apply to our two observations. The results show the predicted value (Case 1:118K, Case 2:161K),local model fit (both are relatively poor), and the most influential variables driving the predicted value for each observation.

# get a few observations to perform local interpreation on   
local\_obs <- ames\_test[1:2,]  
  
# apply LIME  
explainer <- lime(ames\_train, gbm.fit.final)  
explanation <- explain(local\_obs, explainer, n\_features = 5)  
plot\_features(explanation)
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#### Predicting

Once you have decided on a final model you will likely want to use the model to predict on new observations. Like most models, we simply use the predict function; however, we also need to supply the number of trees to use (see?predict.gbm for details). we see that our RMSE for our test set is very close to the RMSE we obtained to our best gbm model.

# predict values for test set  
pred <- predict(gbm.fit.final, n.trees = gbm.fit.final$n.trees, ames\_test)  
  
# results  
caret::RMSE(pred, ames\_test$Sale\_Price)  
## [1] 21533.65  
## [1] 20681.88

### xgboost

The xgboost R package proviedes an R API to “Extreme Gradient Boosting”, which is an efficient implementation of gradient boosting framework (approxmately faster than gbm). The [xgboost/demo](https://github.com/dmlc/xgboost/tree/master/demo) repository provides a wealth of information. You can also find a fairly comprehensive parameter tuning guide [here](https://www.analyticsvidhya.com/blog/2016/03/complete-guide-parameter-tuning-xgboost-with-codes-python/). The xgboost package has been quite popular and successful on Kaggle for data mining competitions.

Features include:

* Provide built-in k-fold cross-validation
* Stochastic GBM with column and row sampling (per split and per tree) for better generalization.
* Includes efficient linear model solver and tree learning algorithms.
* Parallel computation on a single machine.
* Supports various objective functions, including regression, classification and ranking.
* The package is made to be extensible, so that users are also allowed to define their own objectives easily.
* Apache 2.0 License.

#### Basic implementation

XGBoost only works with matrices that contain all numeric variables; consequentl, we need to one hot encode our data. There are different ways to do this in R (i.e., Matrix::sparse.model.matrix, caret::dummyVars). but here we will use the vtreat package. vtreat is a robust package for data prep and helps to eliminate problems caused by missing values, novel categorical levels that appear in future data sets that were not in the training data, etc. However, vtreat is not very intuitive. I will not explain the functionalities but you can find more information :

* <https://arxiv.org/abs/1611.09477>
* <https://www.r-bloggers.com/a-demonstration-of-vtreat-data-preparation/>
* <https://github.com/WinVector/vtreat>

The following applies vtreat to one-hot encode the training and testing data sets.

# variable names  
features <- setdiff(names(ames\_train), "Sale\_Price")  
  
# Create the treatment plan from the training data  
treatplan <- vtreat::designTreatmentsZ(ames\_train, features, verbose = FALSE)  
  
# Get the "clean" variable naems from the scoreFrame  
new\_vars <- treatplan %>%   
 magrittr::use\_series(scoreFrame) %>%   
 dplyr::filter(code %in% c("clean", "lev")) %>%   
 magrittr::use\_series(varName)  
  
# Prepare the training data  
features\_train <- vtreat::prepare(treatplan, ames\_train, varRestriction = new\_vars) %>% as.matrix()  
response\_train <- ames\_train$Sale\_Price  
  
# Prepare the test data  
features\_test <- vtreat::prepare(treatplan, ames\_test, varRestriction = new\_vars) %>% as.matrix()  
response\_test <- ames\_test$Sale\_Price  
  
# dimensions of one-hot encoded data  
dim(features\_train)  
## [1] 2051 343  
## [1] 2051 208  
dim(features\_test)  
## [1] 879 343  
## [1] 879 208

xgboost provides different training functions (i.e. xgb.train which is just a wrapper for xgboost). However, to train an XGBoost we typically want to use xgb.cv, which incorporates cross-validation. The following trains a basic 5-fold cross validated XGBoost model with 1,000 trees. There are many parameters available in xgb.cv but the ones you have become more familiar with in this tutorial include the following default values:

* learning date(eta): 0.3
* tree depth(max\_depth):6
* minimum node size(min\_child\_weight):1
* Percent of training data to sample for each tree (subsample –> equivalent to gbm’s bag.fraction): 100%

# reproducibility  
set.seed(123)  
  
xgb.fit1 <- xgb.cv(  
 data = features\_train,  
 label = response\_train,  
 nrounds = 1000,  
 nfold = 5,  
 objective = "reg:linear", # for regression models  
 verbose = 0 # silent,  
)

The xgb.fit1 object contains lots of good information. In particular we can assess the xgb.fit1$evaluation\_log to identify the minimum RMSE and the optimal number of trees for both the training data and the cross-validated error. We can see that the training error continues to decrease to 965 trees where the RMSE nearly reaches zero; however, the cross validated error reaches a minimum RMSE of $27,572 with only 60 trees.

# get number of trees that minimize error  
xgb.fit1$evaluation\_log %>%   
 dplyr::summarise(  
 ntrees.train = which(train\_rmse\_mean ==min(train\_rmse\_mean))[1],  
 rmse.train = min(train\_rmse\_mean),  
 ntrees.test = which(test\_rmse\_mean == min(test\_rmse\_mean))[1],  
 rmse.test = min(test\_rmse\_mean)  
 )  
## ntrees.train rmse.train ntrees.test rmse.test  
## 1 896 0.0548992 123 24032.73  
## ntrees.train rmse.train ntrees.test rmse.test  
## 1 965 0.5022836 60 27572.31  
  
# plot error vs number trees  
ggplot(xgb.fit1$evaluation\_log) +  
 geom\_line(aes(iter, train\_rmse\_mean), color = "red") +  
 geom\_line(aes(iter, test\_rmse\_mean), color = "blue")
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#### Tuning

To tune the XGBoost model we pass parameters as a list object to the params argument. The common parameters include:

* eta: controls the learning rate
* max\_depth: tree depth
* min\_child\_weight: minimum number of observations required in each terminal node
* subsample: percent of training data to sample for each tree
* colsample\_bytrees: percent of columns to sample from for each tree

For example, if we wanted to specify specific values for these parameters we would extend the above model with the following parameters.

# create parameter list  
 params <- list(  
 eta = .1,  
 max\_depth = 5,  
 min\_child\_weight = 2,  
 subsample = .8,  
 colsample\_bytree = .9  
 )  
  
  
# reproducibility  
set.seed(123)  
# train model  
xgb.fit3 <- xgb.cv(  
 params = params,  
 data = features\_train,  
 label = response\_train,  
 nrounds = 1000,  
 nfold = 5,  
 objective = "reg:linear", # for regression models  
 verbose = 0, # silent,  
 early\_stopping\_rounds = 10 # stop if no improvement for 10 consecutive trees  
)  
# assess results  
xgb.fit3$evaluation\_log %>%  
 dplyr::summarise(  
 ntrees.train = which(train\_rmse\_mean == min(train\_rmse\_mean))[1],  
 rmse.train = min(train\_rmse\_mean),  
 ntrees.test = which(test\_rmse\_mean == min(test\_rmse\_mean))[1],  
 rmse.test = min(test\_rmse\_mean)  
 )  
## ntrees.train rmse.train ntrees.test rmse.test  
## 1 179 6042.873 169 22596.93  
## ntrees.train rmse.train ntrees.test rmse.test  
## 1 180 5891.703 170 24650.17

To perform a large search grip, we can follow the same procedure we did with gbm. We create our hyperparameter search grid along with columns to dump our results in. Here, I create a pretty large search grid consisting of 576 different hyperparmeter combinations to model.

# create hyperparameter grid  
hyper\_grid <- expand.grid(  
 eta = c(.01, .05, .1, .3),  
 max\_depth = c(1, 3, 5, 7),  
 min\_child\_weight = c(1, 3, 5, 7),  
 subsample = c(.65, .8, 1),  
 colsample\_bytree = c(.8, .9, 1),  
 optional\_trees = 0, # a place to dump results  
 min\_RMSE = 0 # a place to dump results  
)  
nrow(hyper\_grid)  
## [1] 576  
# [1] 576

Now I apply the same for loop procedure to loop through and apply a XGBoost model for each hyperparameter combination and dump the results in the hyper\_grid data frame combination and dump the results in the hyper\_grid data frame. **Important note**: if you plan to run this code, be prepared to run it before going out to eat or going to bed as it is the full seach grid taking 6 hours to run.

# grid search  
for (i in 1:nrow(hyper\_grid)){  
 # create parameter list  
 params <- list(  
 eta = hyper\_grid$eta[i],  
 max\_depth = hyper\_grid$max\_depth[i],  
 min\_child\_weight = hyper\_grid$min\_child\_weight[i],  
 subsample = hyper\_grid$subsample[i],  
 colsample\_bytree = hyper\_grid$colsample\_bytree[i]  
 )  
   
 # reproducibility  
 set.seed(123)  
   
 # train omdel  
 xgb.tune <- xgb.cv(  
 params = params,  
 data = features\_train,   
 label = response\_train,  
 nrounds = 5000,  
 nfold = 5,  
 objective = "reg:linear", # for regression model  
 verbose = 0, # silent  
 early\_stopping\_rounds = 10 # stop if no improvement for 10 consecutive trees  
 )  
   
 # add min training error and trees to grid  
 hyper\_grid$optimal\_trees[i] <- which.min(xgb.tune$evaluation\_log$test\_rmse\_mean)  
 hyper\_grid$min\_RMSE[i] <- min(xgb.tune$evaluation\_log$test\_rmse\_mean)  
}  
hyper\_grid %>%   
 dplyr::arrange(min\_RMSE) %>%   
 head(10)  
## eta max\_depth min\_child\_weight subsample colsample\_bytree optimal\_trees min\_RMSE  
## 1 0.01 5 5 0.65 1 1576 23548.84  
## 2 0.01 5 3 0.80 1 1626 23587.16  
## 3 0.01 5 3 0.65 1 1451 23602.96  
## 4 0.01 5 1 0.65 1 1480 23608.65  
## 5 0.05 5 3 0.65 1 305 23743.54  
## 6 0.01 5 1 0.80 1 1851 23772.90  
## 7 0.05 3 3 0.65 1 552 23783.55  
## 8 0.01 7 5 0.65 1 1248 23792.65  
## 9 0.01 3 3 0.80 1 1923 23794.78  
## 10 0.01 7 1 0.65 1 1070 23800.80

After assessing the results you would like to perform a few more grid searches to hone in on the parameters that appear to influence the model the most. In fact, [here is a link](https://www.analyticsvidhya.com/blog/2016/03/complete-guide-parameter-tuning-xgboost-with-codes-python/) to a greate blo post that discusses a strategic approach to tuning with xgboost. However, for brevity, we will just assume the top model in the above search is the global optimal model. Once you have found the optimal model, we can fit our final model with xgb.train.

# parameter list  
params <- list(  
 eta = 0.01,  
 max\_depth = 5,  
 min\_child\_weight = 5,  
 subsample = 0.65,  
 colsample\_bytree = 1  
)  
# train final model  
xgb.fit.final <- xgboost(  
 params = params,  
 data = features\_train,  
 label = response\_train,  
 nrounds = 1576,  
 objective = "reg:linear",  
 verbose = 0  
)

#### Visualizing

**variable importance**

xgboost provides built-in variable importance plotting. First, you need to create the importance matrix with xgb.importance and then feed this matrix into xgb.plot.importance. There are 3 variable importance measures:

* Gain: the relative contribution of the corresponding feature to the model calculated by taking each feature’s contribution for each tree in the model. This is synonymous with gbm’s relative.influence.
* Cover: the relative number of observations related to this feature. For example, if you have 100 observations, 4 features and 3 trees, and suppose feature1 is used to decide the leaf node for 10, 5, and 2 observations in tree1, tree2 and tree3 respectively; then the metric will count cover for this feature as 10+5+2 = 17 observations. This will be calculated for all the 4 features and the cover will be 17 expressed as a percentage for all features’ cover metrics.
* Frequency: the percentage representing the relative number of times a particular feature occurs in the trees of the model. In the above example, if feature1 occurred in 2 splits, 1 split and 3 splits in each of tree1, tree2 and tree3; then the weightage for feature1 will be 2+1+3 = 6. The frequency for feature1 is calculated as its percentage weight over weights of all features.

# create importance matrix  
importance\_matrix <- xgb.importance(  
 model = xgb.fit.final)  
# variable importance plot  
xgb.plot.importance(importance\_matrix, top\_n=10, measure = "Gain")
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**Partial dependence plots**

PDP and ICE plots work similarly to how we implemented them with gbm. The only difference is you need to incorporate data within the partial function.

pdp <- xgb.fit.final %>%   
 partial(pred.var = "Gr\_Liv\_Area",   
 n.trees = 1576,   
 grid.resolution = 100,   
 train = features\_train) %>%   
 autoplot(rug = TRUE, train = features\_train)+  
 scale\_y\_continuous(labels = scales::dollar)+  
 ggtitle("PDP")  
  
ice <- xgb.fit.final %>%   
 partial(pred.var = "Gr\_Liv\_Area",  
 n.trees = 1576,   
 grid.resolution = 100,  
 train = features\_train,  
 ice = TRUE) %>%   
 autoplot(rug = TRUE,   
 train = features\_train,  
 alpha = .1,  
 center = TRUE)+  
 scale\_y\_continuous(labels = scales::dollar)+  
 ggtitle("ICE")  
  
gridExtra::grid.arrange(pdp, ice, nrow = 1)

![](data:image/png;base64,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)

**LIME**

LIME provides built-in functionality for xgboost objects (see ?model\_type). However, just keep in mind that the local observations being analyzed need to ne one-hot encoded in the same manner, as we prepared the raining and test data. Also, when you feed the training data into the lime::lime function be sure that you coerce it from a matrix to a data frame.

# one-hot encode the local observations to be assessed.  
local\_obs\_onehot <- vtreat::prepare(treatplan, local\_obs,   
 varRestriction = new\_vars)  
# install.packages("vtreat")  
# apply LIME  
explainer <- lime(data.frame(features\_train), xgb.fit.final)  
explanation <- explain(local\_obs\_onehot, explainer, n\_features = 5)  
plot\_features(explanation)
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**Predicting**

Lastly, we use predict to predict on new observations. owever, unlike gbm we do not need to provide the number of trees. Our test set RMSE is only about $600 different than that produced by our gbm model.

# predict values for test data  
pred <- predict(xgb.fit.final, features\_test)  
# results  
caret::RMSE(pred, response\_test)  
## [1] 21898

### h2o

The h2o package is a powerful and efficient java-based interface that allows for local and cluster-based deployment. It comes with fairly comprehensive [online resource](http://docs.h2o.ai/h2o/latest-stable/h2o-docs/index.html) that includes methodology and code documentation along with tutorial.

Features include:

* Distributed and parallelized computation on either a single node or a multi-node cluster.
* Automatic early stopping based on convergence of user-specified metrics to user-specified relative tolerance.
* Stochastic GBM with column and row sampling (per split and per tree) for better generalization.
* Support for exponential families (Poisson, Gamma, Tweedie) and loss functions in addition to binomial (Bernoulli), Gaussian and multinomial distributions, such as Quantile regression (including Laplace).
* Grid search for hyperparameter optimization and model selection.
* Data-distributed, which means the entire dataset does not need to fit into memory on a single node, hence scales to any size training set.
* Uses histogram approximations of continuous variables for speedup.
* Uses dynamic binning - bin limits are reset at each tree level based on the split bins’ min and max values discovered during the last pass.
* Uses squared error to determine optimal splits.
* Distributed implementation details outlined in a blog post by Cliff Click.
* Unlimited factor levels.
* Multiclass trees (one for each class) built in parallel with each other.
* Apache 2.0 Licensed.
* Model export in plain Java code for deployment in production environments.

#### Basic implementation

Lets go ahead and start up h2o:

h2o.no\_progress()  
h2o.init(max\_mem\_size = "5g")  
##   
## H2O is not running yet, starting it now...  
##   
## Note: In case of errors look at the following log files:  
## C:\Users\KOJIKM~1.MIZ\AppData\Local\Temp\RtmpYnv4Bd/h2o\_KojiKM\_Mizumura\_started\_from\_r.out  
## C:\Users\KOJIKM~1.MIZ\AppData\Local\Temp\RtmpYnv4Bd/h2o\_KojiKM\_Mizumura\_started\_from\_r.err  
##   
##   
## Starting H2O JVM and connecting: . Connection successful!  
##   
## R is connected to the H2O cluster:   
## H2O cluster uptime: 3 seconds 742 milliseconds   
## H2O cluster timezone: Asia/Tokyo   
## H2O data parsing timezone: UTC   
## H2O cluster version: 3.22.1.1   
## H2O cluster version age: 4 months and 10 days !!!   
## H2O cluster name: H2O\_started\_from\_R\_KojiKM.Mizumura\_hsp331   
## H2O cluster total nodes: 1   
## H2O cluster total memory: 5.00 GB   
## H2O cluster total cores: 4   
## H2O cluster allowed cores: 4   
## H2O cluster healthy: TRUE   
## H2O Connection ip: localhost   
## H2O Connection port: 54321   
## H2O Connection proxy: NA   
## H2O Internal Security: FALSE   
## H2O API Extensions: Algos, AutoML, Core V3, Core V4   
## R Version: R version 3.6.0 (2019-04-26)

h2o.gbm allows us to perform a GBM with H20. However, prior to running our initial model, we need to convert our training datato an h2o object. By default, h2o.gbm applies a GBM model with the following parameters:

* number of trees (ntrees): 50
* learning rate (learn\_rate): 0.1
* tree depth(max\_depth): 5
* minimum observations in a terminal node(min\_rows):10
* no sampling of observations or columns

# create feature names  
y <- "Sale\_Price"  
x <- setdiff(names(ames\_train), y)  
  
# turn training set into h2o object  
train.h2o <- as.h2o(ames\_train)  
  
# training basic GBM model with defaults  
h2o.fit1 <- h2o.gbm(  
 x = x,  
 y = y,  
 training\_frame = train.h2o,  
 nfolds = 5  
)  
  
# assess the model results  
h2o.fit1  
## Model Details:  
## ==============  
##   
## H2ORegressionModel: gbm  
## Model ID: GBM\_model\_R\_1557373144350\_1   
## Model Summary:   
## number\_of\_trees number\_of\_internal\_trees model\_size\_in\_bytes min\_depth  
## 1 50 50 18109 5  
## max\_depth mean\_depth min\_leaves max\_leaves mean\_leaves  
## 1 5 5.00000 12 32 24.12000  
##   
##   
## H2ORegressionMetrics: gbm  
## \*\* Reported on training data. \*\*  
##   
## MSE: 155858084  
## RMSE: 12484.31  
## MAE: 8822.822  
## RMSLE: 0.07910112  
## Mean Residual Deviance : 155858084  
##   
##   
##   
## H2ORegressionMetrics: gbm  
## \*\* Reported on cross-validation data. \*\*  
## \*\* 5-fold cross-validation on training data (Metrics computed for combined holdout predictions) \*\*  
##   
## MSE: 631238872  
## RMSE: 25124.47  
## MAE: 15220.24  
## RMSLE: 0.1332259  
## Mean Residual Deviance : 631238872  
##   
##   
## Cross-Validation Metrics Summary:   
## mean sd cv\_1\_valid cv\_2\_valid  
## mae 15197.057 734.7227 15101.938 14173.995  
## mean\_residual\_deviance 6.2750202E8 9.0961888E7 5.65776E8 5.8381907E8  
## mse 6.2750202E8 9.0961888E7 5.65776E8 5.8381907E8  
## r2 0.89940906 0.011050546 0.9047268 0.89797634  
## residual\_deviance 6.2750202E8 9.0961888E7 5.65776E8 5.8381907E8  
## rmse 24922.357 1785.7914 23786.047 24162.348  
## rmsle 0.13232477 0.01019797 0.118831456 0.1514387  
## cv\_3\_valid cv\_4\_valid cv\_5\_valid  
## mae 16049.667 16667.8 13991.884  
## mean\_residual\_deviance 6.7806176E8 8.459264E8 4.63926848E8  
## mse 6.7806176E8 8.459264E8 4.63926848E8  
## r2 0.89385164 0.87617725 0.9243131  
## residual\_deviance 6.7806176E8 8.459264E8 4.63926848E8  
## rmse 26039.62 29084.814 21538.96  
## rmsle 0.14580649 0.13078508 0.11476211

Similar to XGBoost, we can incorporate automated stopping so that we can crank up the number of trees but terminate training once model improvement decreases or stops. There is also an option to terminate training after so much time has passed (see max\_runtime\_secs). In this example, I train a default model with 5,000 trees but stop training after 10 consecutive trees have no improvement on the cross-validated error. In this case, training stops after 3828 trees and has a cross validated RMSE of 24,684.

# training basic GBM model with defaults  
h2o.fit2 <- h2o.gbm(  
 x = x,  
 y = y,  
 training\_frame = train.h2o,  
 nfolds = 5,  
 ntrees = 5000,  
 stopping\_rounds = 10,  
 stopping\_tolerance = 0,  
 seed = 123  
)  
  
# model stopped after xx trees  
h2o.fit2@parameters$ntrees  
## [1] 2482  
## [1] 3828  
  
# cross validated RMSE  
h2o.rmse(h2o.fit2, xval = TRUE)  
## [1] 24626.19  
## [1] 24684.09

#### Tuning

H2o provides many parameters that can be adjusted. It is well worth your time to check out the available documentation at [H2O.ai](http://docs.h2o.ai/h2o/latest-stable/h2o-docs/data-science/gbm.html#gbm-tuning-guide). For this tutorial, we will focus on the more common hyperparametes that I typically apply. This includes:

* tree complexity:
  + ntrees: number of trees to train
  + max\_depth: depth of each tree
  + min\_rows: Fewest observations allowed in a terminal node
* Learning rate:
  + learn\_rate rate to descend the loss function gradient
  + learn\_rate\_annealing: allow you to have a high initial learn\_rate, then gradually reduce as trees are added (speeds up training)
* Adding stochastic nature:
  + sample rate: row sample rate per tree
  + col\_sample\_rate: columns sample rate per tree (synonymous with xgboost’s colsample\_bytree).

Note that there are parameters that control how categorical and continuous variables are encoded, binned and split. The defaults tend to perform quite well, but I have been able to gain small improvements in certain circmustances by adjusting these. I will not cover them but the are work reviewing.

To perform grid search tuning with H2O we have two options: perform a *full* or *random discrete grid search*.

**Full grid search**

A **full cartesian grid search** examines every combination of hyperparameter settings that we specify in a tuning grid. This has been the type of tuning we have been performing with our manual for loops with gbm and xgboost. However, to speed up training with H2O I’ll use a validation set rather than perform k-fold cross validation. The following creates a hyperparameter grid consisting of 486 hyperparameter combinations. We apply h2o.grid to perform a grid search while also incorporating stopping parameters to reduce training time. Total grid search time was about 90 minutes.

A few characteristics pop out when we assess the results - models with trees deeper than one split with a low learning rate, no annealing, and stochastic observation sampling tend to perform best.

# create training & validation sets  
split <- h2o.splitFrame(train.h2o,   
 ratios = 0.75)  
train <- split[[1]]  
valid <- split[[2]]  
  
# create hyperparameter grid  
hyper\_grid <- list(  
 max\_depth = c(1, 3, 5),  
 min\_rows = c(1, 5, 10),  
 learn\_rate = c(0.01, 0.05, 0.1),  
 learn\_rate\_annealing = c(.99, 1),  
 sample\_rate = c(.5, .75, 1),  
 col\_sample\_rate = c(.8, .9, 1)  
)  
  
# perform grid search  
grid <- h2o.grid(  
 algorithm = "gbm",  
 grid\_id = "gbm\_grid1",  
 x = x,  
 y = y,  
 training\_frame = train,  
 validation\_frame = valid,  
 hyper\_params = hyper\_grid,  
 ntrees = 5000,  
 stopping\_rounds = 10,  
 stopping\_tolerance = 0,  
 seed = 123  
)  
  
# collect the results and sort by our model performance metric of choice  
  
grid\_perf <- h2o.getGrid(  
 grid\_id = "gbm\_grid1",  
 sort\_by = "mse",  
 decreasing = FALSE  
)  
  
grid\_perf  
## H2O Grid Details  
## ================  
##   
## Grid ID: gbm\_grid1   
## Used hyper parameters:   
## - col\_sample\_rate   
## - learn\_rate   
## - learn\_rate\_annealing   
## - max\_depth   
## - min\_rows   
## - sample\_rate   
## Number of models: 486   
## Number of failed models: 0   
##   
## Hyper-Parameter Search Summary: ordered by increasing mse  
## col\_sample\_rate learn\_rate learn\_rate\_annealing max\_depth min\_rows sample\_rate model\_ids mse  
## 1 1.0 0.01 1.0 3 10.0 0.75 gbm\_grid1\_model\_299 3.6209830674536294E8  
## 2 0.8 0.01 1.0 3 10.0 0.75 gbm\_grid1\_model\_297 3.6380633209494674E8  
## 3 0.8 0.01 1.0 3 1.0 0.5 gbm\_grid1\_model\_27 3.6672773986842275E8  
## 4 0.8 0.01 1.0 5 1.0 0.5 gbm\_grid1\_model\_45 3.683498830618852E8  
## 5 0.9 0.01 1.0 3 10.0 0.75 gbm\_grid1\_model\_298 3.686060225554216E8  
##   
## ---  
## col\_sample\_rate learn\_rate learn\_rate\_annealing max\_depth min\_rows sample\_rate model\_ids mse  
## 481 0.9 0.01 0.99 1 10.0 1.0 gbm\_grid1\_model\_433 2.824716768094968E9  
## 482 0.9 0.01 0.99 1 1.0 1.0 gbm\_grid1\_model\_325 2.824716768094968E9  
## 483 0.9 0.01 0.99 1 5.0 1.0 gbm\_grid1\_model\_379 2.824716768094968E9  
## 484 1.0 0.01 0.99 1 5.0 1.0 gbm\_grid1\_model\_380 2.8252384874380198E9  
## 485 1.0 0.01 0.99 1 1.0 1.0 gbm\_grid1\_model\_326 2.8252384874380198E9  
## 486 1.0 0.01 0.99 1 10.0 1.0 gbm\_grid1\_model\_434 2.8252384874380198E9

We can check out more details of the best performing model. The top model achieves a validation RMSE of 19,029.

# Grab the model\_id for the top model, chosen by validation error  
best\_model\_id <- grid\_perf@model\_ids[[1]]  
best\_model <- h2o.getModel(best\_model\_id)  
  
# Now let’s get performance metrics on the best model  
h2o.performance(model = best\_model, valid = TRUE)  
## H2ORegressionMetrics: gbm  
## \*\* Reported on validation data. \*\*  
##   
## MSE: 362098307  
## RMSE: 19028.88  
## MAE: 12427.99  
## RMSLE: 0.1403692  
## Mean Residual Deviance : 362098307

#### Random discrete grid search

Because of the combinatiorial explosion, each additional hyperparameter that gets added to our grid search has a hue effect on the time to complete. Consequently, h2o provides an additional grid search path called “RandomDiscrete”, which will jump from one random combination to another and stop once a certain level of improvement has been made, certain amo unt of time has been exceeded, or certain amount of models have been ran (or a combination of these have been met). Although using a random discrete search path will likely not find the optimal model, it typically does a good job of finding a very good model.

The following performs a random discrete using the same hyperparameter grid we used above. However, in this example we add a search criteria (which is preferred when using a random search) that stops the grid search if none of the last 10 models have managed to have a 0.5% improvement in MSE compared to the best model before that. If we continue to find improvements then I cut the grid search off after 3600 seconds (60 minutes). In this example, our search went for the entire 60 minutes and evaluated 291 of the 486 potential models.

# random grid search criteria  
search\_criteria <- list(  
 strategy = "RandomDiscrete",  
 stopping\_metric = "mse",  
 stopping\_tolerance = 0.005,  
 stopping\_rounds = 10,  
 max\_runtimes\_secs = 60\*60  
)  
  
# perform grid search  
grid <- h2o.grid(  
 algorithm = "gbm",  
 grid\_id = "gbm\_grid2",  
 x = x,  
 y = y,  
 training\_frame = train,  
 validation\_frame = valid,  
 hyper\_params = hyper\_grid,  
 search\_criteria = search\_criteria, # add this  
 ntrees = 5000,  
 stopping\_rounds = 10,  
 stopping\_tolerance = 0,  
 seed = 123  
)  
  
# collect the result and sort by our model performance metric of choice  
  
grid\_perf <- h2o.getGrid(  
 grid\_id = "gbm\_grid2",  
 sort\_by = "mse",  
 decreasing = FALSE  
)  
  
grid\_perf  
## H2O Grid Details  
## ================  
##   
## Grid ID: gbm\_grid2   
## Used hyper parameters:   
## - col\_sample\_rate   
## - learn\_rate   
## - learn\_rate\_annealing   
## - max\_depth   
## - min\_rows   
## - sample\_rate   
## Number of models: 291   
## Number of failed models: 0   
##   
## Hyper-Parameter Search Summary: ordered by increasing mse  
## col\_sample\_rate learn\_rate learn\_rate\_annealing max\_depth min\_rows sample\_rate model\_ids mse  
## 1 0.8 0.05 1.0 3 10.0 1.0 gbm\_grid2\_model\_74 5.150720254988258E8  
## 2 0.9 0.01 1.0 3 5.0 0.5 gbm\_grid2\_model\_146 5.1889115659740096E8  
## 3 0.9 0.05 1.0 3 5.0 0.5 gbm\_grid2\_model\_114 5.2062049083883923E8  
## 4 0.8 0.05 1.0 3 5.0 0.75 gbm\_grid2\_model\_37 5.2124226584496534E8  
## 5 0.9 0.05 1.0 3 10.0 1.0 gbm\_grid2\_model\_157 5.212796449846914E8  
##   
## ---  
## col\_sample\_rate learn\_rate learn\_rate\_annealing max\_depth min\_rows sample\_rate model\_ids mse  
## 286 0.9 0.01 0.99 1 10.0 1.0 gbm\_grid2\_model\_179 3.323851889022955E9  
## 287 1.0 0.01 0.99 1 10.0 1.0 gbm\_grid2\_model\_260 3.3243159009633546E9  
## 288 0.9 0.01 0.99 1 5.0 0.5 gbm\_grid2\_model\_199 3.3243216930611935E9  
## 289 0.8 0.01 0.99 1 10.0 0.5 gbm\_grid2\_model\_80 3.3244630344508557E9  
## 290 0.8 0.01 0.99 1 1.0 0.5 gbm\_grid2\_model\_71 3.3244630344508557E9  
## 291 0.8 0.01 0.99 1 5.0 0.5 gbm\_grid2\_model\_227 3.3244630344508557E9

In this example, the best model obtained a cross-validated RMSE of 22,695. Not quite as good as the full grid search; however, often the results come much closer.

# Grab the model id for the top model, chosen by validation error  
  
best\_model\_id <- grid\_perf@model\_ids[[1]]  
best\_model <- h2o.getModel(best\_model\_id)  
  
# Now let’s get performance metrics on the best model  
h2o.performance(model = best\_model, valid = TRUE)  
## H2ORegressionMetrics: gbm  
## \*\* Reported on validation data. \*\*  
##   
## MSE: 515072025  
## RMSE: 22695.2  
## MAE: 13841.13  
## RMSLE: 0.1427291  
## Mean Residual Deviance : 515072025

Once we’ve found our preferred model, we’ll go ahead and retrain a new model with the full training data. I’ll use the best model from the full grid search and perform a 5-fold CV to get a robust estimate of the expected error.

# train final model  
  
h2o.final <- h2o.gbm(  
 x = x,  
 y = y,  
 training\_frame = train.h2o,  
 nfolds = 5,  
 ntrees = 10000,  
 learn\_rate = 0.01,  
 learn\_rate\_annealing = 1,  
 max\_depth = 3,  
 min\_rows = 10,  
 sample\_rate = 0.75,  
 col\_sample\_rate = 1,  
 stopping\_rounds = 10,  
 stopping\_tolerance = 0,  
 seed = 123  
)  
  
# model stopped after xx trees  
h2o.final@parameters$ntrees  
## [1] 9385  
  
# cross validated RMSE  
h2o.rmse(h2o.final, xval = TRUE)  
## [1] 23218.45

**Visualizing** **Variable importance**

h2o provides a built function that plots variable importance. It only has one measure of variable importance, relative importance, which measures the average impact each variable has across all the trees on the loss function. The variable with the largest is most importance and the impact of all other variables are provided relative to the most important variable. The vip package also works with h2o objects to plot variable importance.

h2o.varimp\_plot(h2o.final,  
 num\_of\_features = 10)  
  
# vip package usage - to be checked  
vip::vip(h2o.final)

**Partial dependence plots(PDP)**

We can also create similar PDP and ICE plots as before. We only need to incorporate a specialty function that converts the supplied data to an h2o object and then formats the predicted output as a data frame. We feed this into the partial function and the rest is standard.

pfun <- function(object, newdata) {  
 as.data.frame(predict(object, newdata = as.h2o(newdata)))[[1L]]  
}  
  
pdp <- h2o.final %>%  
 partial(  
 pred.var = "Gr\_Liv\_Area",   
 pred.fun = pfun,  
 grid.resolution = 20,   
 train = ames\_train  
 ) %>%  
 autoplot(rug = TRUE, train = ames\_train, alpha = .1) +  
 scale\_y\_continuous(labels = scales::dollar) +  
 ggtitle("PDP")  
  
ice <- h2o.final %>%  
 partial(  
 pred.var = "Gr\_Liv\_Area",   
 pred.fun = pfun,  
 grid.resolution = 20,   
 train = ames\_train,  
 ice = TRUE  
 ) %>%  
 autoplot(rug = TRUE, train = ames\_train, alpha = .1, center = TRUE) +  
 scale\_y\_continuous(labels = scales::dollar) +  
 ggtitle("ICE")  
  
gridExtra::grid.arrange(pdp, ice, nrow = 1)

h2o does not provide built-in ICE plots but it does provide a PDP plot that plots not only the mean marginal impact (as in a normal PDP) but also one standard error to show the variability.

h2o.partialPlot(h2o.final, data = train.h2o, cols = "Overall\_Qual")

Unfortunately, h2o’s function plots the categorical levels in alphabetical order whereas pdp will plot them in their specified level order making inference more intuitive.

pdp <- h2o.final %>%  
 partial(  
 pred.var = "Overall\_Qual",   
 pred.fun = pfun,  
 grid.resolution = 20,   
 train = as.data.frame(ames\_train)  
 ) %>%  
 autoplot(rug = TRUE, train = ames\_train, alpha = .1) +  
 scale\_y\_continuous(labels = scales::dollar) +  
 ggtitle("PDP")  
  
ice <- h2o.final %>%  
 partial(  
 pred.var = "Overall\_Qual",   
 pred.fun = pfun,  
 grid.resolution = 20,   
 train = as.data.frame(ames\_train),  
 ice = TRUE  
 ) %>%  
 autoplot(rug = TRUE, train = ames\_train, alpha = .1, center = TRUE) +  
 scale\_y\_continuous(labels = scales::dollar) +  
 ggtitle("ICE")  
  
gridExtra::grid.arrange(pdp, ice, nrow = 1)

**LIME**

LIME also provides built-in functionality for h2o objects (see ?model\_type).

# apply LIME  
explainer <- lime(ames\_train, h2.final)  
explanation <- explain(local\_obs, explainer, n\_features = 5)  
plot\_features(explanation)

#### Predicting

Lastly, we use h2o.predict or predict to predict on new observations and we can also evaluate the performance of our model on our test set easily with h2o.performance. Results are quite similar to both gbm and xgboost.

# convert test set to h2o object  
test.h2o <- as.h2o(ames\_test)  
  
# evaluate performance on new data  
h2o.performance(model = h2o.final, newdata = test.h2o)  
## H2ORegressionMetrics: gbm  
##   
## MSE: 407532539  
## RMSE: 20187.44  
## MAE: 12683.01  
## RMSLE: 0.100829  
## Mean Residual Deviance : 407532539  
  
# predict with h2o.predict  
h2o.predict(h2o.final, newdata = test.h2o)  
## predict  
## 1 130114.9  
## 2 162136.7  
## 3 263438.5  
## 4 484853.0  
## 5 219152.9  
## 6 208616.2  
##   
## [879 rows x 1 column]  
  
# predict values with predict  
predict(h2o.final, test.h2o)  
## predict  
## 1 130114.9  
## 2 162136.7  
## 3 263438.5  
## 4 484853.0  
## 5 219152.9  
## 6 208616.2  
##   
## [879 rows x 1 column]

### Learning more

GBMs are one of the most powerful ensemble algorithms that are often first-in-class with predictive accuracy. Although they are less intuitive and more computationally demanding than many other machine learning algorithms, they are essential to have in your toolbox. To learn more I would start with the following resources:

Traditional book resources:

An Introduction to Statistical Learning Applied Predictive Modeling Computer Age Statistical Inference The Elements of Statistical Learning Alternative online resources:

* [Trevor Hastie - Gradient Boosting & Random Forests at H2O World 2014](https://koalaverse.github.io/machine-learning-in-R/%20//www.youtube.com/watch?v=wPqtzj5VZus&index=16&list=PLNtMya54qvOFQhSZ4IKKXRbMkyL%20Mn0caa) (YouTube)
* [Trevor Hastie - Data Science of GBM (2013)](http://www.slideshare.net/0xdata/gbm-27891077) (slides)
* [Mark Landry - Gradient Boosting Method and Random Forest at H2O World 2015](https://www.youtube.com/watch?v=9wn1f-30_ZY) (YouTube)
* [Peter Prettenhofer - Gradient Boosted Regression Trees in scikit-learn at PyData London 2014](https://www.youtube.com/watch?v=IXZKgIsZRm0) (YouTube)
* [Alexey Natekin1 and Alois Knoll - Gradient boosting machines, a tutorial (blog post)](http://journal.frontiersin.org/article/10.3389/fnbot.2013.00021/full)

## Linear & Quadratic Discriminant Analysis

In the previous tutorial, you learned that logistic regression is a classification algorithm traditionally limited to only two-class classification problems (i.e., *default* = *Yes* or *No*). However, if you have more than two classes then linear (and its cousin Quadratic) Discriminant Analysis (LDA & QDA) is an often-preferred classification technique. Discriminant analysis models the distribution of the predictors X separately in each of the response classes (i.e., default = *“Yes”*, default = *“No”*), and then uses [Bayes’ theorem](https://en.wikipedia.org/wiki/Bayes'_theorem) to flip these around into estimates for the probability of the response category given the value of X.

### tl;dr

This tutorial covers an introduction to LDA & QDA and covers:

1. [Replication requirements](#DA_RR): What you’ll need to reproduce the analysis in this tutorial
2. [Why use discriminant analysis](#DA_Why): Understand why and when to use discriminant analysis and the basics behind how it works
3. [Preparing our data](#LDA_Data): Prepare our data for modeling
4. [Linear discriminant analysis](#DA_LDA): Modeling and 5. classifying the categorical response Y with a linear combination of predictor variables X.
5. [Quadratic discriminant analysis](#DA_QDA): Modeling and classifying the categorical response Y with a non-linear combination of predictor variables X.
6. [Prediction Performance](#DA_Pred): How well does the model fit the data? Which predictors are most important? Are the predictions accurate?
7. [A comparison](#DA_Comp): An example comparing logistic regression & Discriminant Analysis
8. [Additional resources](#DA_Resource): Additional resources to help you learn more

### Replication requirements

This tutorial primarily leverages the Default data provided by the ISLR package. This is a simulated data set containing information on ten thousand customers such as whether the customer defaulted, is a student, the average balance carried by the customer and the income of the customer. We will also use a few packages that provide data manipulation, visualization, pipeline modeling functions, and model outout tidying functions.

library(tidyverse) # data manipulation and visualization  
library(MASS) # provides LDA & QDA model functions  
  
# data set from ISLR package  
library(ISLR)  
  
# Load data   
(default <- as\_tibble(ISLR::Default))  
## # A tibble: 10,000 x 4  
## default student balance income  
## <fct> <fct> <dbl> <dbl>  
## 1 No No 730. 44362.  
## 2 No Yes 817. 12106.  
## 3 No No 1074. 31767.  
## 4 No No 529. 35704.  
## 5 No No 786. 38463.  
## 6 No Yes 920. 7492.  
## 7 No No 826. 24905.  
## 8 No Yes 809. 17600.  
## 9 No No 1161. 37469.  
## 10 No No 0 29275.  
## # ... with 9,990 more rows  
## # A tibble: 10,000 × 4  
## default student balance income  
## <fctr> <fctr> <dbl> <dbl>  
## 1 No No 729.5265 44361.625  
## 2 No Yes 817.1804 12106.135  
## 3 No No 1073.5492 31767.139  
## 4 No No 529.2506 35704.494  
## 5 No No 785.6559 38463.496  
## 6 No Yes 919.5885 7491.559  
## 7 No No 825.5133 24905.227  
## 8 No Yes 808.6675 17600.451  
## 9 No No 1161.0579 37468.529  
## 10 No No 0.0000 29275.268  
## # ... with 9,990 more rows

### Why use discriminant analysis

In the previous tutorial, we saw that a logistic regression model does a fairly good job classifying customers that default. So why do we need another classification method beyond logistic regression? There are several reasons:

* When the classes of the reponse variable Y (i.e. *default = “Yes”*, *default = “No”*) are well-separated, the parameter estimates for the logistic regression model are surprisingly unstable. LDA & QDA do not suffer from this problem.
* If *n* is small and the distribution of the predictors *X* is approximately normal in each of the classes, the LDA & QDA models are again more stable than the logistic reression model.
* LDA & QDA are often preferred over logistic regression when we have more than two non-ordinal response classes (i.e., *stroke*, *drug overdose* and *epileptic seizure*).

However, it is important to note that LDA & QDA have assumptions that are often more restictive than logistic regression:

* Both LDA and QDA assume the the predictor variables *X* are drawn from a multivariate Gaussian (aka *normal*) distribution.
* LDA assumes equality of covariances among the predictor variables X across each all levels of *Y*. This assumption is relaxed with **the QDA model**.
* LDA and QDA require the number of predictor variables (p) to be less then the sample size (n). Furthermore, its important to keep in mind that performance will severely decline as p approaches n. A simple rule of thumb is to use LDA & QDA on data sets where .

Also, when considering between LDA & QDA its important to know that **LDA** is a much **less flexible** classifier than QDA, and so has substantially *lower variance*. This can potentially lead to improved prediction performance. But there is a trade-off: if LDA’s assumption that the the predictor variable share a common variance across each Y response class is badly off, then LDA can suffer from *high bias*. Roughly speaking, LDA tends to be a better bet than QDA if there are relatively few training observations and so reducing variance is crucial. In contrast, QDA is recommended if the training set is very *large*, so that the variance of the classifier is not a major concern, or if the assumption of a common covariance matrix is clearly untenable.

### Preparing our data

As we’ve done in the previous tutorials, we’ll split our data into a training (60%) and testing (40%) data sets so we can assess how well our model performs on an out-of-sample data set.

set.seed(123)  
sample <- sample(c(TRUE, FALSE), nrow(default), replace = T, prob = c(0.6,0.4))  
train <- default[sample, ]  
test <- default[!sample, ]

### Linear discriminant analysis

LDA computes “discriminat scores” for each observation to classify what response variable class it is in (i.e., default or not default). These scores are obtained by finding linear combination of the independent variables. For a single predictor variable the LDA classifier is estimated as

where:

* is the estimated discriminant score that the observation will fall in the kth class within the response variable (i.e. default or not default) based on the value of the predictor variable x
* is the average of all the training observations from the kth class
* is the weighted average of the sample variances for each of the K classes
* is the prior probability that an observation belongs to the kth class (not to be confused with the mathematical constant ≈3.14159.

This clssifier assigns an observation to the kth class of for which discriminant score is largest. For example, lets assume there are two clases (A and B) for the response variable . Based on the predictor variable, LDA is going to compute the probability distribution of being classified as class or . The linear decision boundary between the probability distribution is represented by the dashed line. Discriminat scores to the left of the dashed line will be classified as and scores to the right will be classified as .

When dealing with more than one predictor variable, the LDA classifier assumes that the observations in the th class are drawn from a multivariate Gaussian distribution , where is class-specific mean vector, and is a covariance matrix that is common to all classes. Incorporate this into the LDA classifier results in:

,where an observation will be assigned to class where the discriminant score is largest.

#### Estimate & Understand Model

In R, we fit a LDA model using the lda function, which is part of the MASS library. Notice that the syntax for the lda is identical to that of lm (as seen in the linear regression tutorial), and to that of glm (as seen in the logistic regression tutorial) except for the absence of the family option.

(lda.m1 <- lda(default ~ balance + student, data = train))  
## Call:  
## lda(default ~ balance + student, data = train)  
##   
## Prior probabilities of groups:  
## No Yes   
## 0.9677526 0.0322474   
##   
## Group means:  
## balance studentYes  
## No 804.968 0.2956254  
## Yes 1776.971 0.3948718  
##   
## Coefficients of linear discriminants:  
## LD1  
## balance 0.002232368  
## studentYes -0.227922283

The LDA output indicates that our prior probabilities are and : in other words, 96.8% of the training observations are customers who did not default and 3% represent those that defaulted. It also provides the group means; these are the average of each predictor within each class, and are used by LDA as estimates of . These suggest that customers that tend to default have, on average, a credit card balance of $1,777 and are more likely to be students then non-defaulters (29% of non-defaulters are students whereas 39% of defaulters are). However, as we learned from the last tutorial this is largely because students tend to have higher balances then non-students.

The *coefficients of linear disciminants* provide he linear combination of balance and student=Yes that are used to form the LDA decision rule. In other words, these are the multipliers of the elements of X = x in Eq 1 & 2. If 0.0022 × balance − 0.228 × student is large, then the LDA classifier will predict that the customer will default, and if it is small, then the LDA classifier will predict the customer will not default. We can use plot to produce plots of the linear discriminants, obtained by computing 0.0022 × balance − 0.228 × student for each of the training observations. As you can see, when the probability increases that the customer will not default and when the probability increases that the customer will default.

plot(lda.m1)
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#### Make predictions

We can use predict for LDA much like we did with logistic regression. I will illustrate the output that predict provides based on this simple data set.

train  
## # A tibble: 6,047 x 4  
## default student balance income  
## <fct> <fct> <dbl> <dbl>  
## 1 No No 730. 44362.  
## 2 No No 1074. 31767.  
## 3 No Yes 920. 7492.  
## 4 No No 826. 24905.  
## 5 No No 1161. 37469.  
## 6 No No 0 29275.  
## 7 No Yes 1221. 13269.  
## 8 No No 607. 44995.  
## 9 No No 1113. 23810.  
## 10 No No 0 50265.  
## # ... with 6,037 more rows  
  
df <- tibble(balance = rep(c(1000, 2000), 2),   
 student = c("No", "No", "Yes", "Yes"))  
df <- df %>%   
 mutate\_at(vars(student), as.factor)  
df  
## # A tibble: 4 x 2  
## balance student  
## <dbl> <fct>   
## 1 1000 No   
## 2 2000 No   
## 3 1000 Yes   
## 4 2000 Yes

Below we see that predict returns a list with three elements. The first element, class contains LDA’s predictions about the customer defaulting. Here we see that the second observation (non-student with balance of $2,000) is the only one kthat is predicted to default. The second element, posterior is a matrix that contains the posterior probability that the corresponding observations will or will not default. Here we see that the only observation to have a posterior probability of defaulting greater than 50% is observation 2, which is why the LDA model predicted this observation will default.

However, we also see that observation 4 has a 42% probability of defaulting. Right now, the model is predicting that this observation will not default because this probability is less than 50%; however, we will see shortly how we can make adjustments to our posterior probability thresholds. Finally, x contains the linear discriminant values, described earlier.

(df.pred <- predict(lda.m1, df, type="response"))  
## $class  
## [1] No Yes No No   
## Levels: No Yes  
##   
## $posterior  
## No Yes  
## 1 0.9903138 0.009686200  
## 2 0.4585630 0.541436990  
## 3 0.9940401 0.005959891  
## 4 0.5801226 0.419877403  
##   
## $x  
## LD1  
## 1 0.4335197  
## 2 2.6658881  
## 3 0.2055974  
## 4 2.4379658

As previously mentioned, the default setting is to use a 50% threshold for the posterior probabilities. We can recreate the predictions contained in the class element above:

# number of non-defaulters  
sum(df.pred$posterior[,1]>.5)  
## [1] 3  
  
# number of defaulters  
sum(df.pred$posterior[,2]>.5)  
## [1] 1

If we wanted to use a posterior probability threshold other than 50% in order to make predictions, then we could easily do so. For instance, suppose that a credit card company is extremely risk-averse and want to assume that a customer with 40% or greater probability is a high-risk customer. We can easily assess the number of high-risk customers.

# number of high-risk customers with 40$ probability of defaulting  
df.pred$posterior  
## No Yes  
## 1 0.9903138 0.009686200  
## 2 0.4585630 0.541436990  
## 3 0.9940401 0.005959891  
## 4 0.5801226 0.419877403  
df.pred$posterior[,2] %>% sum(. > .4)  
## [1] 2.97696  
sum(df.pred$posterior[, 2] > .4)  
## [1] 2

### Quadratic discriminant analysis]

As previously mentioned, LDA asssumes that the observations within each class are drawn from a multivatiate Gaussian distribution and the covariance of the predictor variables are common across all levels of the response variable .

Quadratic discriminant analysis (QDA) provides an alternative approach. Like LDA the QDA classifier assumes that the observations from each class of are drawn from a Gaussian distribution.

However, unlike LDA, QDA assumes that each class has its own covariance matrix. In other words, the predictor variables are not assumed to have common variance across each of the levels in . Mathemetically, it assumes that an observation from the th class is of the form , where is a covariance matrix for the th class. Under this assumption, the classifier assings an observation to the class for which:

is largest. Why is this important? Consider the image below. In trying to classify the observation into the three (color coded) classes, LDA provides linear decision boundaries that are based on the assumption that the observations vary consistently across all classes.

However, when looking at the data, it becomes apparent that the variability of the observations within each class differ. Consequently, QDA (right plot) is able to capture the differing covariances and provide more accurate non-linear classification decision boundaries.

knitr::include\_graphics("C:/Protected/Data Science/UC Business Analytics/image/QDA.png")

#### Estimate & Understand model

Similar to lda, we can use the MASS library to fit a QDa model. Here we use the qda function. The output is very similar to the lda output. It contains the prior probabilities and the group means. But it does not contain the coefficients of the linear disciminants, because the QDA classifier involves a quadratic, rather than a linear, function of the predictors.

(qda.m1 <- MASS::qda(default ~ balance + student, data = train))  
## Call:  
## qda(default ~ balance + student, data = train)  
##   
## Prior probabilities of groups:  
## No Yes   
## 0.9677526 0.0322474   
##   
## Group means:  
## balance studentYes  
## No 804.968 0.2956254  
## Yes 1776.971 0.3948718

#### Make predictions

The predict function works in exactly the same fashion as for LDA except it does not return the linear disciminant values. In comparing this simple prediction example to that seen in the LDA section we see minor changes in the posterior probabilities. Most notably, the posterior probability that observation 4 will default increased by nearly 8% points.

predict(qda.m1, df, prob = TRUE)  
## $class  
## [1] No Yes No No   
## Levels: No Yes  
##   
## $posterior  
## No Yes  
## 1 0.9957697 0.004230299  
## 2 0.4381383 0.561861660  
## 3 0.9980862 0.001913799  
## 4 0.5148050 0.485194962  
  
## $class  
## [1] No Yes No No   
## Levels: No Yes  
##   
## $posterior  
## No Yes  
## 1 0.9957697 0.004230299  
## 2 0.4381383 0.561861660  
## 3 0.9980862 0.001913799  
## 4 0.5148050 0.485194962

### Prediction Performance

Now that we understand the basics of evaluating our model and making predictions. Let’s assess how well our two models (lda.m1, qda.m1) perform on our test data set. First, we need to apply our models to the test data.

test.predicted.lda <- predict(lda.m1, newdata = test)  
test.predicted.qda <- predict(qda.m1, newdata = test)

Now, we can evaluate how well our model predicts by assessing the different classification rates discussed in the logistic regression tutorial. First, we will look at the confusion matrix in a percentage form.

The below results show that the models perform in a very similar manner. 96% of the predicted observations are true negatives and about 1% are true positives. Both models have a type II error of less than 3% in which the model predicts the customer will not default but they actually did. And both models have a type I error of less than 1% in which the models predict the customer will default but they never did.

lda.cm <- table(test$default, test.predicted.lda$class)  
qda.cm <- table(test$default, test.predicted.qda$class)  
  
list(LDA\_model = lda.cm %>% prop.table() %>% round(3),  
 QDA\_model = qda.cm %>% prop.table() %>% round(3))  
## $LDA\_model  
##   
## No Yes  
## No 0.964 0.002  
## Yes 0.028 0.007  
##   
## $QDA\_model  
##   
## No Yes  
## No 0.963 0.002  
## Yes 0.026 0.009  
  
## $LDA\_model  
##   
## No Yes  
## No 0.964 0.002  
## Yes 0.028 0.007  
##   
## $QDA\_model  
##   
## No Yes  
## No 0.963 0.002  
## Yes 0.026 0.009

Furtheremore, we can estimate the overall error rates. Here we see that the QDA model reduces the error rate by just a hair.

test %>%   
 mutate(lda.pred = (test.predicted.lda$class),  
 qda.pred = (test.predicted.qda$class)) %>%   
 summarise(  
 lda.error = mean(default != lda.pred),  
 qda.error = mean(default != qda.pred)  
 )  
## # A tibble: 1 x 2  
## lda.error qda.error  
## <dbl> <dbl>  
## 1 0.0291 0.0278  
## # A tibble: 1 × 2  
## lda.error qda.error  
## <dbl> <dbl>  
## 1 0.02909183 0.02782697

However, as we discussed in the last tutorial, the overall error may be less important then understanding the *precision* of our model. If we look at the raw number of our *confusion matrix* we can compute the precision:

* LDA model: %
* QDA model: %

So our QDA model has a slightly higer precision than the LDA model; however, both of them are lower than the logistic regression model precision of 29%.

list(LDA\_model = lda.cm,  
 QDA\_model = qda.cm)  
## $LDA\_model  
##   
## No Yes  
## No 3809 6  
## Yes 109 29  
##   
## $QDA\_model  
##   
## No Yes  
## No 3808 7  
## Yes 103 35

If we are concerned with increasing the precision of our model we can tune our model by adjusting the posterior probability threshold. For instance, we might label any customer with a posterior probability of default above 20% as high-risk.

Now the precision of our QDA model improves to %. However, the overall error rate has increased to 4%. But a credit card company may consider this slight increase in the total error rate to be a small price to pay for more accurate identification of individuals who do indeed default. It is important to keep in mind these kinds of trade-offs, which are common with classification models - tuning models can improve certain classification rates while worsening others.

# create adjusted predictions  
lda.pred.adj <- ifelse(test.predicted.lda$posterior[,2]>.2,"Yes","No")  
qda.pred.adj <- ifelse(test.predicted.qda$posterior[,2]>.2, "Yes", "No")  
  
# create new confusion matrices  
list(LDA\_model = table(test$default, lda.pred.adj),  
 QDA\_model = table(test$default, qda.pred.adj))  
## $LDA\_model  
## lda.pred.adj  
## No Yes  
## No 3731 84  
## Yes 69 69  
##   
## $QDA\_model  
## qda.pred.adj  
## No Yes  
## No 3699 116  
## Yes 55 83  
## $LDA\_model  
## lda.pred.adj  
## No Yes  
## No 3731 84  
## Yes 69 69  
##   
## $QDA\_model  
## qda.pred.adj  
## No Yes  
## No 3699 116  
## Yes 55 83

We can also assess the ROC curve for our models as we did in the logistic regression tutorial and compute the AUC.

#ROC curve  
library(ROCR)  
  
par(mfrow=c(1,2))  
  
prediction(test.predicted.lda$posterior[,2], test$default) %>%   
 performance(measure = "tpr", x.measure = "fpr") %>%   
 plot()  
  
prediction(test.predicted.qda$posterior[,2], test$default) %>%   
 performance(measure = "tpr", x.measure = "fpr") %>%   
 plot()
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# model 1 AUC  
prediction(test.predicted.lda$posterior[,2], test$default) %>%  
 performance(measure = "auc") %>%  
 .@y.values  
## [[1]]  
## [1] 0.9420727  
## [[1]]  
## [1] 0.9420727  
  
# model 2 AUC  
prediction(test.predicted.qda$posterior[,2], test$default) %>%  
 performance(measure = "auc") %>%  
 .@y.values  
## [[1]]  
## [1] 0.9420746  
## [[1]]  
## [1] 0.9420746

### Comparison of logistic regression & discriminant analysis

The logistic regression and LDA methods are closely connected and differ primarily in their fitting procedure. Consequently, the two often produce similar results. However, LDA assumes that the observations are drawn from a \_Gaussian distribution\_\_ with a common covariance matrix across each class of , and so can provide some improvements over logistic regression when this assumption approximately holds.

Conversely, logistic regression can outperform LDA if these Gaussian assumptions are not met. Both LDA and logistic regression produce linear decision boundaries so when the true decision boundaries are linear, then the LDA and logistic regression approaches will tend to perform well. QDA, on the other hand, provides a non-linear quadratic decision boundary. Thus, when the decision boundary is moderately non-linear, QDA may give better results (we will see other non-linear classifiers in later tutorials).

What is important to keep in mind is that non one method will dominate the others in every situation. And, often we want to compare multiple approaches to see how they compare. To illustrate, we will examine stock market (Smarket) data provided by the ISLR package.

This data sset consists of percentage returs for the S&P stock index over 1,250 days, from the beginning of 2001 until the end of 2005. For each date, percentage returns for each of the five previous trading days, *Lag1* through *Lag5* are provided. In addition, *Volume* (the number of shares traded on the previous day, in billions), *Today* (the percentage return on the date in question), and *Direction*(whether the market was Up or down on this date) are provided.

dim(ISLR::Smarket)  
## [1] 1250 9  
head(ISLR::Smarket)  
## Year Lag1 Lag2 Lag3 Lag4 Lag5 Volume Today Direction  
## 1 2001 0.381 -0.192 -2.624 -1.055 5.010 1.1913 0.959 Up  
## 2 2001 0.959 0.381 -0.192 -2.624 -1.055 1.2965 1.032 Up  
## 3 2001 1.032 0.959 0.381 -0.192 -2.624 1.4112 -0.623 Down  
## 4 2001 -0.623 1.032 0.959 0.381 -0.192 1.2760 0.614 Up  
## 5 2001 0.614 -0.623 1.032 0.959 0.381 1.2057 0.213 Up  
## 6 2001 0.213 0.614 -0.623 1.032 0.959 1.3491 1.392 Up

Let’s model this data with logistic regression, LDA and QDA to assess well each model does in predicting the direction of the stock market based on previous data returns. We will use 2001-2004 data to train our models and then test these models on 2005 data.

train <- subset(ISLR::Smarket, Year < 2005)  
test <- subset(ISLR::Smarket, Year == 2005)

#### Logistic regression

Here we fit a logistic regression model to the training data. Looking at the summary our modle does not look too convincing considering no coefficients are statistically significant and our residual deviance has barely been reduced.

glm.fit <- glm(Direction ~ Lag1 + Lag2 + Lag3 + Lag4 + Lag5 + Volume,  
 data = train,  
 family = binomial)  
  
glm.fit %>% summary()  
##   
## Call:  
## glm(formula = Direction ~ Lag1 + Lag2 + Lag3 + Lag4 + Lag5 +   
## Volume, family = binomial, data = train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.302 -1.190 1.079 1.160 1.350   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)  
## (Intercept) 0.191213 0.333690 0.573 0.567  
## Lag1 -0.054178 0.051785 -1.046 0.295  
## Lag2 -0.045805 0.051797 -0.884 0.377  
## Lag3 0.007200 0.051644 0.139 0.889  
## Lag4 0.006441 0.051706 0.125 0.901  
## Lag5 -0.004223 0.051138 -0.083 0.934  
## Volume -0.116257 0.239618 -0.485 0.628  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 1383.3 on 997 degrees of freedom  
## Residual deviance: 1381.1 on 991 degrees of freedom  
## AIC: 1395.1  
##   
## Number of Fisher Scoring iterations: 3  
glm.fit %>% broom::tidy()  
## # A tibble: 7 x 5  
## term estimate std.error statistic p.value  
## <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 (Intercept) 0.191 0.334 0.573 0.567  
## 2 Lag1 -0.0542 0.0518 -1.05 0.295  
## 3 Lag2 -0.0458 0.0518 -0.884 0.377  
## 4 Lag3 0.00720 0.0516 0.139 0.889  
## 5 Lag4 0.00644 0.0517 0.125 0.901  
## 6 Lag5 -0.00422 0.0511 -0.0826 0.934  
## 7 Volume -0.116 0.240 -0.485 0.628

Now we comupte the predictions for 2005 and compare them to the actual movements of the market over that time period with a confusion matrix. The results are rather disappointing: the test error rate is 52%, which is worse than random guessing! Furthermore, our precision is only 31%. However, this should not be surprising considering the lack of statistical significance with our predictors.

# predictions  
glm.probs <- predict(glm.fit, test, type="response")  
  
# confusion matrix  
table(test$Direction, ifelse(glm.probs >0.5, "Up", "Down"))  
##   
## Down Up  
## Down 77 34  
## Up 97 44  
  
# accracy rate  
mean(ifelse(glm.probs > 0.5, "Up", "Down")==test$Direction)  
## [1] 0.4801587  
  
# error rate  
mean(ifelse(glm.probs > 0.5, "Up", "Down")!=test$Direction)  
## [1] 0.5198413

Remeber that using predictors that have no relationship with the response tends to cause a deterioration in the test error rate(since such predictors cause an increase in variance without a corresponding decrease in bias), and so removing such predictors may in turn yield an improvement. The variables that appear to have the highest importance rating are *Lag1* and *Lag2*.

caret::varImp(glm.fit)  
## Overall  
## Lag1 1.04620896  
## Lag2 0.88432632  
## Lag3 0.13941784  
## Lag4 0.12456821  
## Lag5 0.08257344  
## Volume 0.48517564

Lets re-fit with just these two variables and reassess performance. We don’t see much improvement within our model summary.

glm.fit <- glm(Direction ~ Lag1 + Lag2,   
 data = train,  
 family = binomial)  
  
summary(glm.fit)  
##   
## Call:  
## glm(formula = Direction ~ Lag1 + Lag2, family = binomial, data = train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.345 -1.188 1.074 1.164 1.326   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)  
## (Intercept) 0.03222 0.06338 0.508 0.611  
## Lag1 -0.05562 0.05171 -1.076 0.282  
## Lag2 -0.04449 0.05166 -0.861 0.389  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 1383.3 on 997 degrees of freedom  
## Residual deviance: 1381.4 on 995 degrees of freedom  
## AIC: 1387.4  
##   
## Number of Fisher Scoring iterations: 3

However, our prediction classification rates have improved slightly. Our error rate has decreased to 44% (accuracy = 56%) and our precision has increased to 75%. However, its worth noting that the market moved up 56% of the time in 2005 and moved down 44% of the time. Thus, the logistic regression approach is no better than a naive approach!

# predictions  
glm.probs <- predict(glm.fit, test, type = "response")  
  
# confusion matrix  
table(test$Direction, ifelse(glm.probs > 0.5, "Up", "Down"))  
##   
## Down Up  
## Down 35 76  
## Up 35 106  
##   
## Down Up  
## Down 35 76  
## Up 35 106  
  
# accuracy rate  
mean(ifelse(glm.probs > 0.5, "Up", "Down") == test$Direction)  
## [1] 0.5595238  
## [1] 0.5595238  
  
# error rate  
mean(ifelse(glm.probs > 0.5, "Up", "Down") != test$Direction)  
## [1] 0.4404762  
## [1] 0.4404762

#### Linear disciminant analysis (LDA)

Now we will perform LDA on the stock market data. Our summary shows that our prior probabilities of market movements are 49% (down) and 51% (up). The group means indicate that there is a tendency for the previous 2 days’ returns to be negative on days when the market increases, and a tendency for the previous days’ returns to be positive on days when the market declines.

lda.fit <- lda(Direction ~ Lag1 + Lag2, data = train)  
lda.fit  
## Call:  
## lda(Direction ~ Lag1 + Lag2, data = train)  
##   
## Prior probabilities of groups:  
## Down Up   
## 0.491984 0.508016   
##   
## Group means:  
## Lag1 Lag2  
## Down 0.04279022 0.03389409  
## Up -0.03954635 -0.03132544  
##   
## Coefficients of linear discriminants:  
## LD1  
## Lag1 -0.6420190  
## Lag2 -0.5135293

When we predict with our LDA model and assess the confusion matrix we see that our prediction rates mirror those produced by logistic regression. The overall error and the **precision** of our LDA and logistic regression models are the same.

# predictions  
test.predicted.lda <- predict(lda.fit, newdata = test)  
  
# confusion matrix  
table(test$Direction, test.predicted.lda$class)  
##   
## Down Up  
## Down 35 76  
## Up 35 106  
  
# accuracy rate  
mean(test.predicted.lda$class == test$Direction)  
## [1] 0.5595238  
## [1] 0.5595238  
  
# error rate  
mean(test.predicted.lda$class != test$Direction)  
## [1] 0.4404762  
## [1] 0.4404762  
  
# visualize the results  
test %>%   
 ggplot(aes(Lag1, Direction))+  
 geom\_point(aes(col=Direction))+  
 geom\_smooth(method = "lda", formula = y~x)
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#### Quadratic disciminant analysis

Lastly, we will predict with a QDA model to see if we can improve our performance.

(qda.fit <- qda(Direction ~ Lag1 + Lag2, data = train))  
## Call:  
## qda(Direction ~ Lag1 + Lag2, data = train)  
##   
## Prior probabilities of groups:  
## Down Up   
## 0.491984 0.508016   
##   
## Group means:  
## Lag1 Lag2  
## Down 0.04279022 0.03389409  
## Up -0.03954635 -0.03132544

Surprisingly, the QDA predictions are acrurate almost 60% of the time! Furthermore, the precision of the model is 86%. This level of accuracy is quite impressive for stock market data, which is known to be quite hard to model accurarately. This uggests that the quadratic form assumed by QDA may capture the true relationship more accurately than the linear forms assumed by the LDA and logstic regression.

# predictions  
test.predicted.qda <- predict(qda.fit, newdata = test)  
  
# confusion matrix  
table(test$Direction, test.predicted.qda$class)  
##   
## Down Up  
## Down 30 81  
## Up 20 121  
##   
## Down Up  
## Down 30 81  
## Up 20 121  
  
# accuracy rate  
mean(test.predicted.qda$class == test$Direction)  
## [1] 0.5992063  
## [1] 0.5992063  
  
# error rate  
mean(test.predicted.qda$class != test$Direction)  
## [1] 0.4007937  
## [1] 0.4007937

We can see how our models differ with a ROC curve. Although you can’t tell, the logistic regressio and LDA ROC curve sit directly on top of one another. However, we can see how the QDA (green) differs slightly.

# ROC curve  
library(ROCR)  
  
p1 <- prediction(glm.probs, test$Direction) %>%   
 performance(measure = "tpr", x.measure = "fpr")  
  
p2 <- prediction(test.predicted.lda$posterior[,2], test$Direction) %>%   
 performance(measure = "tpr", x.measure = "fpr")  
  
p3 <- prediction(test.predicted.qda$posterior[,2], test$Direction) %>%   
 performance(measure = "tpr", x.measure = "fpr")  
  
plot(p1, col = "red")  
plot(p2, add = TRUE, col = "blue")  
plot(p3, add = TRUE, col = "green")
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The difference is subtle. You can see where we experince increases in the true positive predictions (where the green line go above the red and blue lines). An although our precision increases, overall AUC is not that much higher.

# logistic regression AUC  
prediction(  
 glm.probs, test$Direction) %>%   
 performance(measure = "auc") %>%   
 .@y.values  
## [[1]]  
## [1] 0.5584308  
  
# LDA AUC  
prediction(test.predicted.lda$posterior[,2], test$Direction) %>%  
 performance(measure = "auc") %>%  
 .@y.values  
## [[1]]  
## [1] 0.5584308  
## [[1]]  
## [1] 0.5584308  
  
# QDA AUC  
prediction(test.predicted.qda$posterior[,2], test$Direction) %>%  
 performance(measure = "auc") %>%  
 .@y.values  
## [[1]]  
## [1] 0.5620088  
## [[1]]  
## [1] 0.5620088

Although we get some improvements with the QDA model we probabily want to continue tuning our models or assess other techniques to improve our classification performance before hedging any bets. But this ullustrates the usefulness of assessing multiple classification models.

### Additional resources {#}

This will get you up and running with LDA and QDA. Keep in mind that there is a lot more you can dig into so the following resources will help you learn more:

* An Introduction to Statistical Learning
* Applied Predictive Modeling
* Elements of Statistical Learning

## Support vector machine

The advent of computers brough on rapid advances in the field of statistical classification, one of which is the *Support Vector Machine*, or SVM. The goal of an SVM is to take groups of observations and construct boundaries to predict which group future observations belong to based on their measurements. The different groups that must be separated will be called “classes”. SVMs can handle any number of classes, as well as observations of any dimension. SVMs can take almost any shape (including linear, radial, and polynomial, among others), and are generally flexible enough to be used in almost any classification endeavor that the user chooses to undertake.

### tl;dr

1. [Replication Requirements](#SVM_RR): What you’ll need to reproduce the analysis in this tutorial
2. [Maximal Margin Classifier](#SVM_MM_Classifier): Constructing a classification line for completely separable data
3. [Support Vector Classifiers](#SVM_Classifier): Constructing a classification line for data that is not separable
4. [Support Vector Machines](#SVM_Overview): Constructing a classification boundary, whether linear or nonlinear, for data that may or may not be separable
5. [SVMs for Multiple Classes](#SVM_Multi_Class): SVM techniques for more than 2 classes of observations

### Replication Requirements

In this tutorial, we will leverage the tidyverse package to perform data manipulation, the kernlab and e1071 packages to perform calculkating and produce visualization related to SVMs, and the ISLR package to load a real world data set and demonstrate the functionality of SVM.

# set pseudorandom number generator  
set.seed(10)  
  
# Attach Packages  
library(tidyverse) # data manipulation and visualization  
library(kernlab) # SVM methodology  
library(e1071) # SVM methodology  
library(ISLR) # contains example data set "Khan"  
library(RColorBrewer) # customized coloring of plots

The data sets used in the tutorial (with the exception of Khan) will be generated using built-in R commands. The Support Vector Machine methodology is sound for any number of dimensions, but becomes difficult to visualize for more than 2. As previously mentioned, SVMs are robust for any number of classes, but we will stick to no more than 3 for the duration of this tutorial.

### Maximum Margin Classifier

If the classes are separable by a linear boundary, we can use a *Maximal Margin Classifier* to find the classification boundary. To visualize an example of separated data, we generate 40 random observations and assign them to two classes. Upon visual inspection, we can see that infinitely many lines exist that split the two classes.

# Construct sample data set - completely separated  
x <- matrix(rnorm(20\*2), ncol = 2)  
y <- c(rep(-1,10), rep(1,10))  
x[y==1,] <- x[y==1,] + 3/2  
dat <- data.frame(x=x, y=as.factor(y))  
  
# Plot data  
ggplot(data = dat, aes(x = x.2, y = x.1, color = y, shape = y)) +   
 geom\_point(size = 2) +  
 scale\_color\_manual(values=c("#000000", "#FF0000")) +  
 theme(legend.position = "none")
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The goal of the maximum margin classifier is to identify the linear boundary that maximizes the total distance between the line and the closeset point in each class. We can use the svm() function in the e1071 to find this boundary.

For the aesttheic of the svm() function, there are four types of kernel availabile:

1. linear:
2. polynomial:
3. radial basis:
4. sigmoid:

# Fit Support Vector Machine model to data set  
svmfit <- svm(y ~ .,   
 data = dat,  
 kernel = "linear",   
 scale = FALSE)  
  
# Plot Results  
plot(svmfit, dat)
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In the plot, points that are represented by an “X” are the **support vectors**, or the points that directly affect the classification line. The points marked with an “o” are the other points, which don’t affect the calculation of the line. This principle will lay the foundation for support vector machines. The same plot can be generated using the kernlab package, with the following results:

# fit model and produce plot  
kernfit <- ksvm(x, y, type = "C-svc", kernel = 'vanilladot')  
## Setting default kernel parameters  
plot(kernfit, data = x)
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But how do we decide how costly these missclasifications actually are? Instead of specifying a cost up front, we can use the tune() function from e1071 to test various costs and identify which value produces the best fitting model.

# find optimal cost of misclassification  
tune.out <- tune(svm, y~., data = dat, kernel = "linear",  
 ranges = list(cost = c(0.001, 0.01, 0.1, 1, 5, 10, 100)))  
# extract the best model  
(bestmod <- tune.out$best.model)  
##   
## Call:  
## best.tune(method = svm, train.x = y ~ ., data = dat, ranges = list(cost = c(0.001,   
## 0.01, 0.1, 1, 5, 10, 100)), kernel = "linear")  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: linear   
## cost: 1   
## gamma: 0.5   
##   
## Number of Support Vectors: 5  
##   
## Call:  
## best.tune(method = svm, train.x = y ~ ., data = dat, ranges = list(cost = c(0.001,   
## 0.01, 0.1, 1, 5, 10, 100)), kernel = "linear")  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: linear   
## cost: 0.1   
## gamma: 0.5   
##   
## Number of Support Vectors: 16

For our data set, the optimal cost (from amongst the choices we provided), is calculated to be 0.1, which does not penalize the model for miscclasified observations. Once this model has been identified, we can construct a table of predicted classes against true classes using the predict() command as follows.

# Create a table of misclassified observations  
ypred <- predict(bestmod, dat)  
(misclass <- table(predict = ypred, truth = dat$y))  
## truth  
## predict -1 1  
## -1 10 0  
## 1 0 10  
  
## truth  
## predict -1 1  
## -1 9 3  
## 1 1 7

Using this support vector classifier, 80% of the observations were correctly classified, which matches what we see in the plot. If we wanted to test our classifier more rigorously, we could split our data into training and testing sets and then see how our SVC performed with the observations not used to construct the model. We will use this training-testing method later in this tutorial to validate our SVMs.

### Support Vector Machines

Support Vector Classifiers are a subset of the group of classification structures known as Support Vector Machines. Support Vector Machines can construct classification boundaries that are nonlinear in shape. The options for classification structures using the svm() command from the e1071 package are linear, polynomial, radial, and sigmoid. To demonstrate a nonlinear classification boundary, we will construct a new data set.

# construct larger random data set  
x <- matrix(rnorm(200\*2), ncol = 2)  
x[1:100,] <- x[1:100,] + 2.5  
x[101:150,] <- x[101:150,] - 2.5  
y <- c(rep(1,150), rep(2,50))  
dat <- data.frame(x=x,y=as.factor(y))  
  
# Plot data  
ggplot(data = dat, aes(x = x.2, y = x.1, color = y, shape = y)) +   
 geom\_point(size = 2) +  
 scale\_color\_manual(values=c("#000000", "#FF0000")) +  
 theme(legend.position = "none")
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Notice that the data is not linearly separable, and furthermore, isn’t all clustered together in a single group. There are two sections of class 1 observations with a cluster of class 2 observations in between. To demonstrate the power of SVMs, we’ll take 100 random observations from the set and use them to construct our boundary. We set kernel = "radial" based on the shape of our data and plot the results.

# set pseudorandom number generator  
set.seed(123)  
# sample training data and fit model  
train <- base::sample(200,100, replace = FALSE)  
svmfit <- svm(y~., data = dat[train,], kernel = "radial", gamma = 1, cost = 1)  
# plot classifier  
plot(svmfit, dat)
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The same procedure can be run using the kernlab package, which has far more kernel options than the corresponding function in e1071. In addition to the four choices in e1071, this package allows use of a hyperbolic tangent, Laplacian, Bessel, Spline, String, or ANOVA RBF kernel. To fit this data, we set the cost to be the same as it was before, 1.

# Fit radial-based SVM in kernlab  
kernfit <- ksvm(x[train,],y[train], type = "C-svc", kernel = 'rbfdot', C = 1, scaled = c())  
# Plot training data  
plot(kernfit, data = x[train,])
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We see that, at least visually, the SVM does a reasonable job of separating the two classes. To fit the model, we used cost = 1, but as mentioned previously, it isn’t usually obvious which cost will produce the optimal classification boundary. We can use the tune() command to try several different values of cost as well as several different values of , a scaling parameter used to fit nonlinear boundaries.

# tune model to find optimal cost, gamma values  
tune.out <- tune(svm, y~., data = dat[train,], kernel = "radial",  
 ranges = list(cost = c(0.1,1,10,100,1000),  
 gamma = c(0.5,1,2,3,4)))  
# show best model  
tune.out$best.model  
##   
## Call:  
## best.tune(method = svm, train.x = y ~ ., data = dat[train, ],   
## ranges = list(cost = c(0.1, 1, 10, 100, 1000), gamma = c(0.5,   
## 1, 2, 3, 4)), kernel = "radial")  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: radial   
## cost: 1   
## gamma: 0.5   
##   
## Number of Support Vectors: 27  
##   
## Call:  
## best.tune(method = svm, train.x = y ~ ., data = dat[train, ],   
## ranges = list(cost = c(0.1, 1, 10, 100, 1000), gamma = c(0.5,   
## 1, 2, 3, 4)), kernel = "radial")  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: radial   
## cost: 1   
## gamma: 0.5   
##   
## Number of Support Vectors: 34

The model that reduces the error the most in the training data uses a cost of 1 and value of 0.5. We can now see how well the SVM performs by predicting the class of the 100 testing observations:

# validate model performance  
(valid <- table(true = dat[-train,"y"], pred = predict(tune.out$best.model,newx = dat[-train,])))  
## pred  
## true 1 2  
## 1 54 29  
## 2 12 5  
## pred  
## true 1 2  
## 1 58 19  
## 2 16 7

Our best-fitting model produces 65% accuracy in identifying classes. For such a complicated shape of observations, this performed reasonably well. We can challenge this method further by adding additional classes of observations.

### SVMs for Multiple Classes

The procedure does not change for data sets that involve more than two classes of observations. We construct our data set the same way as we have previously, only now specifying three classes instead of two:

# construct data set  
x <- rbind(x, matrix(rnorm(50\*2), ncol = 2))  
y <- c(y, rep(0,50))  
x[y==0,2] <- x[y==0,2] + 2.5  
dat <- data.frame(x=x, y=as.factor(y))  
# plot data set  
ggplot(data = dat, aes(x = x.2, y = x.1, color = y, shape = y)) +   
 geom\_point(size = 2) +  
 scale\_color\_manual(values=c("#000000","#FF0000","#00BA00")) +  
 theme(legend.position = "none")
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The commands don’t change for the e1071 package. We specify a cost and tuning parameter and fit a support vector machine. The results and interpretation are similar to two-class classification.

# fit model  
svmfit <- svm(y~., data = dat, kernel = "radial", cost = 10, gamma = 1)  
# plot results  
plot(svmfit, dat)
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We can check to see how well our model fit the data by using the predict() command, as follows:

#construct table  
ypred <- predict(svmfit, dat)  
(misclass <- table(predict = ypred, truth = dat$y))  
## truth  
## predict 0 1 2  
## 0 39 3 3  
## 1 7 144 1  
## 2 4 3 46  
## truth  
## predict 0 1 2  
## 0 38 2 4  
## 1 8 143 4  
## 2 4 5 42

As shown in the resulting table, 89% of our training observations were correctly classified. However, since we didn’t break our data into training and testing sets, we didn’t truly validate our results.

The kernlab package, on the other hand, can fit more than 2 classes, but cannot plot the results. To visualize the results of the ksvm function, we take the steps listed below to create a grid of points, predict the value of each point, and plot the results:

# fit and plot  
kernfit <- ksvm(as.matrix(dat[,2:1]),dat$y, type = "C-svc", kernel = 'rbfdot',   
 C = 100, scaled = c())  
  
# Create a fine grid of the feature space  
x.1 <- seq(from = min(dat$x.1), to = max(dat$x.1), length = 100)  
x.2 <- seq(from = min(dat$x.2), to = max(dat$x.2), length = 100)  
x.grid <- expand.grid(x.2, x.1)  
  
# Get class predictions over grid  
pred <- predict(kernfit, newdata = x.grid)  
  
# Plot the results  
cols <- brewer.pal(3, "Set1")  
plot(x.grid, pch = 19, col = adjustcolor(cols[pred], alpha.f = 0.05))  
  
classes <- matrix(pred, nrow = 100, ncol = 100)  
contour(x = x.2, y = x.1, z = classes, levels = 1:3, labels = "", add = TRUE)  
  
points(dat[, 2:1], pch = 19, col = cols[predict(kernfit)])
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#### Aplications

The Khan data set contains data on 83 tissue samples with 2308 gene expression measurements on each sample. These were split into 63 training observations and 20 testing observations, and there are four distinct classes in the set. It would be impossible to visualize such data, so we choose the simplest classifier (linear) to construct our model. We will use the svm command from e1071 to conduct our analysis.

# fit model  
dat <- data.frame(x = Khan$xtrain, y=as.factor(Khan$ytrain))  
(out <- svm(y~., data = dat, kernel = "linear", cost=10))  
##   
## Call:  
## svm(formula = y ~ ., data = dat, kernel = "linear", cost = 10)  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: linear   
## cost: 10   
## gamma: 0.0004332756   
##   
## Number of Support Vectors: 58  
##   
## Call:  
## svm(formula = y ~ ., data = dat, kernel = "linear", cost = 10)  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: linear   
## cost: 10   
## gamma: 0.0004332756   
##   
## Number of Support Vectors: 58

First of all, we can check how well our model did at classifying the training observations. This is usually high, but again, doesn’t validate the model. If the model doesn’t do a very good job of classifying the training set, it could be a red flag. In our case, all 63 training observations were correctly classified.

# check model performance on training set  
table(out$fitted, dat$y)  
##   
## 1 2 3 4  
## 1 8 0 0 0  
## 2 0 23 0 0  
## 3 0 0 12 0  
## 4 0 0 0 20  
##   
## 1 2 3 4  
## 1 8 0 0 0  
## 2 0 23 0 0  
## 3 0 0 12 0  
## 4 0 0 0 20

To perform validation, we can check how the model performs on the testing set:

# validate model performance  
dat.te <- data.frame(x=Khan$xtest, y=as.factor(Khan$ytest))  
pred.te <- predict(out, newdata=dat.te)  
table(pred.te, dat.te$y)  
##   
## pred.te 1 2 3 4  
## 1 3 0 0 0  
## 2 0 6 2 0  
## 3 0 0 4 0  
## 4 0 0 0 5  
##   
## pred.te 1 2 3 4  
## 1 3 0 0 0  
## 2 0 6 2 0  
## 3 0 0 4 0  
## 4 0 0 0 5

The model correctly identifies 18 of the 20 testing observations. SVMs and the boundaries they impose are more difficult to interpret at higher dimensions, but these results seem to suggest that our model is a good classifier for the gene data.

## Resampling methods

Resampling methods are an indispensable tool in modern statistics. They involve repeatedly drawing samples from a training set and refitting a model of interest on each sample in order to obtain additional information about the fitted model. For example, in order to estimate the variability of a linear regression fit, we can repeatedly draw different samples from the training data, fit a linear regression to each new sample, and then examine the extent to which the resulting fits differ. Such an approach may allow us to obtain information that would not be available from fitting the model only once using the oriiginal training sample.

### tl;dr

This tutorial services asa an itorudction to sampling methods and covers:

1. [Replication requirements](#RS_RR): What you’ll need to reproduce the analysis in this tutorial.
2. [Why resampling](#RS_Overview): Understand why resampling is important.
3. [Leave-one-out cross-validation](#RS_LOCV): Provide greater reliability of an estimate test error.
4. [k-fold cross validation](#RS_KFCV): A faster alternative to leave-one-out cross validation.
5. [Bootstrapping](#RS_BSPNG): Quantify uncertainty around a particular statistic.
6. [Additional resources](#RS_Resources): Additional resources to help you learn more.

### Replication requirements

This tutorial primarily leverages the Auto data provided by the ISLR package. This is a data set that contains gas mileage, horsepower, and other information for 392 vehicles. We’ll also use tidyverse for some basic data manipulation and visualization. Most importantly, we’ll use the boot package to illustrate resampling methods.

# Packages  
library(tidyverse) # data manipulation and visualization  
library(boot) # resampling and bootstrapping  
  
# Load data   
(auto <- as\_tibble(ISLR::Auto))  
## # A tibble: 392 x 9  
## mpg cylinders displacement horsepower weight acceleration year origin  
## <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 18 8 307 130 3504 12 70 1  
## 2 15 8 350 165 3693 11.5 70 1  
## 3 18 8 318 150 3436 11 70 1  
## 4 16 8 304 150 3433 12 70 1  
## 5 17 8 302 140 3449 10.5 70 1  
## 6 15 8 429 198 4341 10 70 1  
## 7 14 8 454 220 4354 9 70 1  
## 8 14 8 440 215 4312 8.5 70 1  
## 9 14 8 455 225 4425 10 70 1  
## 10 15 8 390 190 3850 8.5 70 1  
## # ... with 382 more rows, and 1 more variable: name <fct>

### Resampling basics

Thus far, in our tutorial we have been using the validation or hold\_out approach to estimate the predicted error of our predictive models. This involves randomly dividing the available set of observations into two parts, a *training set* and a *testing set* (aka *validation set*). Our statistical model is fit on the training set, and the fitted model is used to predict the responses for the observations in the validation set. The resulting validation set error rate (typically assessed using MSE in the case of a quantitative response) provides an estimate of the test error rate.

The validation set approach is conceptually simple and is easy to implement. But it has two potential drawbacks:

First, the estimate of the test error rate can be highly variable, depending on precisely which observations are included in the training set and which observations are included in the validation set. I will illustrate on our auto data set. Here we see that there is a relationship between mpg and horsepower and it doesn’t seem linear but we’re not sure which polynomial degree creates the best fit.

ggplot(auto, aes(horsepower, mpg)) +  
 geom\_point() +  
 geom\_smooth(method = "lm", se = FALSE) +  
 geom\_smooth(method = "lm", formula = y ~ poly(x, 2), se = FALSE, linetype = 2) +  
 geom\_smooth(method = "lm", formula = y ~ poly(x, 3), se = FALSE, linetype = 3) +  
 geom\_smooth(method = "lm", formula = y ~ poly(x, 4), se = FALSE, linetype = 4)
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Let’s go ahead and do the traditional validation set approach to split our data into a training and testing set. Then we will fit 10 different models ranging from a linear model to a 10th degree polynomial model.

The results show us there is a steep decline in our test error (MSE) rate when we go from a linear model to a quadratic model; however, the MSE flatlines beyond that point suggesting that adding more polynomial degrees likely does not improve the model performance.

set.seed(1)  
sample <- sample(c(TRUE, FALSE), nrow(auto), replace=T,  
 prob = c(0.6, 0.4))  
train <- auto[sample,]  
test <- auto[!sample, ]  
  
# loop for first ten polynomial  
mse.df <- tibble(degree=1:10, mse=NA)  
  
for (i in 1:10){  
 lm.fit <- lm(mpg ~ poly(horsepower, i), data = train)  
 mse.df[i,2] <- mean((test$mpg - predict(lm.fit, test))^2)  
}  
  
ggplot(mse.df, aes(degree, mse))+  
 geom\_line()+  
 geom\_point()+  
 ylim(c(10,30))
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However, our MSE is dependent on our training and test samples. If we repeat the process of randomly splitting the sample set into two parts, we will get a somewhat different estimate for the test MSE each time. I illustrate below, which displays ten different validation set MSE curves from the auto data set, produced using ten different random splits of the observations into training and validation sets. All ten curves indicate that the model with quadratic term has a dramatically smaller validation set MSE than the model with only a linear term.

Furthermore, all ten curves indicate that there is not much benefit in including cubic or higher-order polynomial terms in the model. But it is worth noting that each of the ten curves result in a **different test MSE estimate** for each of the ten regression models considered. And there is no consensus among the curves as to which model results in the smallest validation set MSE.

mse.df.2 <- tibble(  
 sample = vector("integer", 100),  
 degree = vector("integer", 100),  
 mse = vector("double",100)  
)  
  
counter <- i  
  
for (i in 1:10){  
 set.seed(i)  
 sample <- sample(c(TRUE, FALSE), nrow(auto), replace=TRUE, prob=c(0.6,0.4))  
 train <- auto[sample, ]  
 test <- auto[!sample,]  
   
 # modeling  
 for (j in 1:10){  
 lm.fit <- lm(mpg ~ poly(horsepower, j), data = train)  
   
 # add degree & mse values  
 mse.df.2[counter,2] <- j  
 mse.df.2[counter, 3] <- mean((test$mpg - predict(lm.fit, test))^2)  
   
 # add sample identifier  
 mse.df.2[counter,1] <- i  
 counter <- counter +1  
 }  
 next  
}  
  
mse.df.2 %>%   
 ggplot(aes(degree, mse, color=factor(sample)))+  
 geom\_line(show.legend = FALSE)+  
 geom\_point(show.legend = FALSE)+  
 ylim(c(10,30))
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### Leave-one-out cross-validation

Leav-one-out cross-validation (LOOCV) is closely related to the validation set approach as it involves splitting the set of observations into two parts. However, instead of creating two subsets of comparable size (i.e., 60% training, 40% validation), a single observation () is used for the validation set, and the remaining observations (…) make up the training set.

The statistical learning method is fit on the training observations, and a prediction is made for the excluded observation. since the validation observation was not used in the fitting process, the estimate error provides and approximately unbiased estimate for the test error. But even though is unbiased for the test error, it is a poor estimate because it is highly variable, since it is based on a single observation.

However, we can repeat the procedure by selecting a difference row for the validation data, training the statistical learning procedure on the other observations and computing rror . We can repeate this approach n times, where each time we holdout a different, single observation to validate on. This produces a total of n squared errors, . The LOOCV estimate for the test MSE is the average of these test error estimates.

To peform this procedure in R, we first need to understand an important nuance. In the logistic regression tutorial, we used the glm function to perform logistic regression by passing in the family = "binomial" argument. But if we use glm to fit a model without passing in the family argument, then it performs linear regression, just like the lm function. So, for instance:

glm.fit <- glm(mpg ~ horsepower, data = auto)  
coef(glm.fit)  
## (Intercept) horsepower   
## 39.9358610 -0.157844

is the same as

lm.fit <- lm(mpg ~ horsepower, data = auto)  
coef(lm.fit)  
## (Intercept) horsepower   
## 39.9358610 -0.1578447

Why is this important? Because we can perform LOOCV for any generalized linear model using glm and the cv.glm function from the [boot](http://cran.r-project.org/web/packages/boot/index.html) package. boot provides extensive facilities for bootstrapping and related resampling methods. You can bootstrap a single statistic (e.g. a median), a vector (e.g., regression weights), or as you’ll see in this tutorial perform cross-validation. To perform LOOCV for a given generalized linear model we simply:

1. fit our model across the entire data set with glm
2. feed the entire data set and our fitted model into cv.glm

# step 1: fit model  
glm.fit <- glm(mpg ~ horsepower,   
 data = auto)  
  
# step 2 perform LOOCV across entire data set  
loocv.err <- cv.glm(auto, glm.fit)  
loocv.err %>%   
 str()  
## List of 4  
## $ call : language cv.glm(data = auto, glmfit = glm.fit)  
## $ K : num 392  
## $ delta: num [1:2] 24.2 24.2  
## $ seed : int [1:626] 10403 392 -1703707781 1994959178 434562476 -1277611857 -1105401243 1020654108 526650482 -1538305299 ...  
## List of 4  
## $ call : language cv.glm(data = auto, glmfit = glm.fit)  
## $ K : num 392  
## $ delta: num [1:2] 24.2 24.2  
## $ seed : int [1:626] 403 392 -1703707781 1994959178 434562476 -1277611857 -1105401243 1020654108 526650482 -1538305299 ...

cv.glm provide a list with 4 outputs:

1. call: the oroginal function call
2. K: the number of *folds* used. In our case, it is 392 because the LOOCV looped through and pulled out each observation at least once to use a test observation.
3. delta: the CV estimate of prediction error. The first number, which is the primary number we care about, is the output from Eq.1 listed above.
4. seed: the values of the random seed used for the function call

The result we primarily care about is the corss-validation estimate of test error (Eq.1). our cross-validation estimate for the test error is approximately 24.23. This estimate is far less biased estimate of the test error compared to our single test MSE produced by a training - testing validation approach.

loocv.err$delta[1]  
## [1] 24.23151

We can repeat this procedure to estiamte an unbiased MSE across multiple model fits. For example, to assess multiple polynomial fits (as we did above) to identify the one that represents the best fit we can integrate this procedure into a function.

Here we develop a function that computes the LOOCV MSE based on specified polynomial degree. We then feed this function (via map\_dbl) values 1-5 to compute the first through fifth polynomials.

# create function that computes LOOCV MSE on specified polynomial degree  
loocv\_error <- function(x){  
 glm.fit <- glm(mpg ~ poly(horsepower, x), data = auto)  
 cv.glm(auto, glm.fit)$delta[1]  
}  
  
# compute LOOCV MSE for polynomial degrees 1-5  
library(purrr)  
1:5 %>%   
 map\_dbl(loocv\_error) %>%   
 tibble()  
## # A tibble: 5 x 1  
## .  
## <dbl>  
## 1 24.2  
## 2 19.2  
## 3 19.3  
## 4 19.4  
## 5 19.0

Our results illustrate a sharp drop in the estimated test MSE between the linear and quadratic fits, but then no clear improvement from using higher-order polynomials. Thus, our unbiased MSEs suggest that using a 2nd polynomial (quadratic fit) is likely the optimal model balancing interpretation and low test errors.

This LOOCV approach can be used with any kind of predictive modeling. For example, we could use it with logistic regression or linear disciminant analysis. Unfortunately, this can be very time consuming approach if is large, you are trying to loop through many models (1-10 polynomials), and if each individual model is slow to fit. For example, if we wanted to perform this approach on the ggplot2::diamonds data set for a linear regression model, which contains 53,940 observations, the comutation time is nearly 30 minutes.

# DO NOT RUN THIS CODE - YOU WILL BE WAITING A LONG TIME!!  
# system.time({  
# diamonds.fit <- glm(price ~ carat + cut + color + clarity, data = diamonds)  
# cv.glm(diamonds, diamonds.fit)  
# })  
# user system elapsed   
# 1739.041 285.496 2035.062

### K-Fold Cross Validation

An alternative to LOOCV is the k-fold cross validation approach. This resamling method involves randomly dividing the data into k groups (aka folds) of approximately equal size.

The first fold is treated as a validation set, and the statistical method is fit on the remaining data. The mean squared error, is then computed on the observations in the held-out fold. This procedure is repreated k times; each time, a different group of observations is treated as the validation set.

This process results in k estimates of the test error, . Thus, the k fold CV is computed by averaging these values:

It is not hard to see that LOOCV is a special case of *k*-fold approach which *k* is set to equal *n*. However, using the *k*-fold approach, one typically use or . This can substantially reduce the computation burden of LOOCV.

Furthermore, there has been sufficient empirical evidence that demonstrates using 5-10 folds yild surprisingly accurate test error rate estimates (see chapter 5 of ISLR for model details).

We can implement the *k*-fold approach just as we did with the LOOCV approach. The only difference is incorporating the K=10 argument that we include in the cv.glm function.

Below illustrates our *k*-fold MSE values for the different polynomial models on our auto data. When compared to the LOOCV outputs we see that the results are nearly identical.

# create functions that computes k-fold MSE based on specified polynomial degree  
  
kfcv\_error <- function(x){  
 glm.fit <- glm(mpg ~ poly(horsepower, x), data = auto)  
 cv.glm(auto, glm.fit, K=10)$delta[1]  
}  
  
# compute k-fold MSE for polynomial degree 1-5  
1:5 %>% map\_dbl(kfcv\_error)  
## [1] 24.24098 19.16217 19.17898 19.43967 19.11506  
  
# compare to LOOCV MSE values  
1:5 %>% map\_dbl(loocv\_error)  
## [1] 24.23151 19.24821 19.33498 19.42443 19.03321

We can also illustrate the computational advantage of the k-fold approach. As we saw, using LOOCV on the diamonds data set took nearly 30 minutes whereas using the k-fold approach only takes about 4 seconds.

system.time({  
 diamonds.fit <- glm(price ~ carat + cut + color + clarity, data = diamonds)  
 cv.glm(diamonds, diamonds.fit, K = 10)  
})  
## user system elapsed   
## 2.61 0.19 2.85  
## user system elapsed   
## 3.760 0.564 4.347

We can apply this same approach to classification problems as well. For example, in the previous tutorial we compared the performance of a logistic regression, linear discriminant analysis (LDA), and quadratic discriminant analysis (QDA) on some stock market data using the traditional training vs. testing (60%/40%) data splitting approach. We could’ve performed the same assessment using cross validation. In the classification setting, the LOOCV error rate takes the form

where . The k-fold CV error rate and validation set error rates are defined analogously.

Consequently, for the logistic regression, we use cv.glm to perform a fold cross validation. The end result is an estimated CV error of .5 (Note: since the response variable is binary we incorporate a new cost function to compute the estimated error in Eq.3).

stock <- ISLR::Smarket  
  
# The cost function here correlates to that in Equ.3   
glm.fit <- glm(Direction ~ Lag1 + Lag2, family = binomial, data = stock)  
  
# The cost function here correlates to that in Eq.3  
cost <- function(r, pi = 0) {mean(abs(r - pi) > 0.5)}  
  
# compute the k-fold estimated error with our cost function  
cv.glm  
## function (data, glmfit, cost = function(y, yhat) mean((y - yhat)^2),   
## K = n)   
## {  
## call <- match.call()  
## if (!exists(".Random.seed", envir = .GlobalEnv, inherits = FALSE))   
## runif(1)  
## seed <- get(".Random.seed", envir = .GlobalEnv, inherits = FALSE)  
## n <- nrow(data)  
## if ((K > n) || (K <= 1))   
## stop("'K' outside allowable range")  
## K.o <- K  
## K <- round(K)  
## kvals <- unique(round(n/(1L:floor(n/2))))  
## temp <- abs(kvals - K)  
## if (!any(temp == 0))   
## K <- kvals[temp == min(temp)][1L]  
## if (K != K.o)   
## warning(gettextf("'K' has been set to %f", K), domain = NA)  
## f <- ceiling(n/K)  
## s <- sample0(rep(1L:K, f), n)  
## n.s <- table(s)  
## glm.y <- glmfit$y  
## cost.0 <- cost(glm.y, fitted(glmfit))  
## ms <- max(s)  
## CV <- 0  
## Call <- glmfit$call  
## for (i in seq\_len(ms)) {  
## j.out <- seq\_len(n)[(s == i)]  
## j.in <- seq\_len(n)[(s != i)]  
## Call$data <- data[j.in, , drop = FALSE]  
## d.glm <- eval.parent(Call)  
## p.alpha <- n.s[i]/n  
## cost.i <- cost(glm.y[j.out], predict(d.glm, data[j.out,   
## , drop = FALSE], type = "response"))  
## CV <- CV + p.alpha \* cost.i  
## cost.0 <- cost.0 - p.alpha \* cost(glm.y, predict(d.glm,   
## data, type = "response"))  
## }  
## list(call = call, K = K, delta = as.numeric(c(CV, CV + cost.0)),   
## seed = seed)  
## }  
## <bytecode: 0x0000000017bce1c0>  
## <environment: namespace:boot>  
cv.glm(stock, glm.fit, cost, K = 10)$delta[1]  
## [1] 0.4912

To performm cross validation with our LDA and QDA models we use a slightly different approach. Both the lda and qda functions have built-in cross validation arguments. Thus, setting CV = TRUE within these functions will result in a LOOCV execution and the class and posterior probabilities are a product of this cross validation.

library(MASS)  
  
# fit discirimant analysis modles with cv=TRUE for LOOCV  
lda.fit <- lda(Direction ~ Lag1+Lag2, CV=TRUE, data=stock)  
qda.fit <- qda(Direction ~ Lag1+Lag2, CV=TRUE, data=stock)  
  
# compute estimated test error based on CV  
mean(lda.fit$class != stock$Direction)  
## [1] 0.4816  
## [1] 0.4816  
mean(qda.fit$class != stock$Direction)  
## [1] 0.4872  
## [1] 0.4872

Thus, the results are similar to what we saw in the previous tutorial, none of these models do an exceptional (or even decent) job! However, we see that the LOOCV estimated error for the QDA model (.487) is fairly higher than what we saw in the train-test approach(.40). This suggests our previous QDA model with the train-test validation approach may have been a bit optimistically biased.

### Bootstrap

*Bootstrapping* is widely applicable and extremely powerful statistical tool that can be used to quantify the uncertainty associated with a given estimator or statistical leanring method.

As a simple example, bootstrapping can be used to estimate the standard errors of the coefficients from a linear regression fit. In the case of linear regression, this is not particularly useful, since we saw in the linear regression tutorial, that R provides such standard errors automatically. Howefver, the power of the boostrap lies in the fact that it can be easily applied to a wide range of statistical learning methods, including some for which a measure of variability is otherwise difficult to obtain and is not automatically output by statistical software..

In essence bootstrapping repeatedly draws independent samples from our data set to create bootstrap data sets. This sample is performed with replacement, which means that the same observation can be sampled more than once. The figure below from the ISLR1 book depicts the bootsrap approach on a small data set (n = 3).

knitr::include\_graphics("image/bootstrap.png")
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Each bootstrap data set () contains n observations, sampled with replacement from the original data set. Each bootstrap is used to compute the estimated statistic we are interested in (). We can then use all the bootstrapped data sets to compute the standard error of desired statistic as

Thus, serves as an estimate of the standard error of estimated from the original data set. Let’s look at how we can implement this in R on a couple of simple examples:

#### Example 1: Estimating the accuracy of a single statistic

Performing a bootstrap analysis in R entails two steps:

1. Create a function that computes the statistic of interest
2. Use the boot function from the boot package to perform the bootstrapping

In this example, we will use the ISLR::Portfolio data set. This data set contains the return for two investment assets (X and Y) Here, our goal is going to be minimizing the risk of investing a fixed sum of money in each asset. Mathematically, we can achieve this by minimizing the variance of our investment using the statistic

Thus, we need to create a function that will compute this test statistic:

statistic <- function(data, index) {  
 x <- data$X[index]  
 y <- data$Y[index]  
 (var(y) - cov(x, y)) / (var(x) + var(y) - 2\* cov(x, y))  
}

Now we compute for a specified subset of our portfolio data:

portfolio <- ISLR::Portfolio  
  
# compute our statistic for all 100 observations  
statistic(portfolio, 1:100)  
## [1] 0.5758321

Next, we can use sample to randomly select 100 observations from the range 1 to 100, with replacement. This is equivalent to constructing a new bootstrap data set and recomputing based on the new data set.

statistic(portfolio, sample(100,100, replace=TRUE))  
## [1] 0.7614692

If you re-ran this function several times, you will see that you are getting a different output each time. What we want to do is run this many times, record our output each time, and then compute a valid standard error of all the outputs. to do this, we can boot and supply it our original data, the function that computes the test statistic, and the number of bootstrap replicates(R).

set.seed(123)  
boot(portfolio, statistic, R = 1000)  
##   
## ORDINARY NONPARAMETRIC BOOTSTRAP  
##   
##   
## Call:  
## boot(data = portfolio, statistic = statistic, R = 1000)  
##   
##   
## Bootstrap Statistics :  
## original bias std. error  
## t1\* 0.5758321 0.007544609 0.08952496  
##   
## ORDINARY NONPARAMETRIC BOOTSTRAP  
##   
##   
## Call:  
## boot(data = portfolio, statistic = statistic, R = 1000)  
##   
##   
## Bootstrap Statistics :  
## original bias std. error  
## t1\* 0.5758321 0.002396754 0.08752118

The final output shows that using the oroginal data, , and it also provides the bootstrap estimate of our standard error . Once we generate the bootstrap estimates we can also view the confidence intervanls with boot.ci and plot our results.

set.seed(123)  
result <- boot(portfolio, statistic, R = 1000)  
  
boot.ci(result, type = "basic")  
## BOOTSTRAP CONFIDENCE INTERVAL CALCULATIONS  
## Based on 1000 bootstrap replicates  
##   
## CALL :   
## boot.ci(boot.out = result, type = "basic")  
##   
## Intervals :   
## Level Basic   
## 95% ( 0.3918, 0.7449 )   
## Calculations and Intervals on Original Scale  
## BOOTSTRAP CONFIDENCE INTERVAL CALCULATIONS  
## Based on 1000 bootstrap replicates  
##   
## CALL :   
## boot.ci(boot.out = result, type = "basic")  
##   
## Intervals :   
## Level Basic   
## 95% ( 0.3958, 0.7376 )   
## Calculations and Intervals on Original Scale  
plot(result)
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#### Example 2: Estimating the accuracy of a linear regression model

We can use this same concept to assess the variability of the coefficient estimates and predictions from a statistical learning method such as linear regression. For instance, here we will assess the variability of the estimates for and , the intercept and slope terms for the linear regression model that uses horsepower to predict mpg in our auto data set.

First, we create the function to compute the statistic of interest. We can apply this to our entire data set to get the baseline coefficients.

statistic <- function(data, index){  
 lm.fit <- lm(mpg ~ horsepower, data = data, subset = index)  
 coef(lm.fit)  
}

Now we can inject this into the boot function to compute the bootstrapped standard error estimate:

set.seed(123)  
boot(auto, statistic, 1000)  
##   
## ORDINARY NONPARAMETRIC BOOTSTRAP  
##   
##   
## Call:  
## boot(data = auto, statistic = statistic, R = 1000)  
##   
##   
## Bootstrap Statistics :  
## original bias std. error  
## t1\* 39.9358610 0.0156469811 0.845583773  
## t2\* -0.1578447 -0.0001803022 0.007393556  
##   
## ORDINARY NONPARAMETRIC BOOTSTRAP  
##   
##   
## Call:  
## boot(data = auto, statistic = statistic, R = 1000)  
##   
##   
## Bootstrap Statistics :  
## original bias std. error  
## t1\* 39.9358610 0.0295956008 0.863541674  
## t2\* -0.1578447 -0.0002940364 0.007598619

This indicates that the boostrap estimate for is 0.86, and that the bootstrap estimate for is 0.0076. If we compute these to the standard error provided by the summary function we see a difference.

summary(lm(mpg ~ horsepower, data = auto))  
##   
## Call:  
## lm(formula = mpg ~ horsepower, data = auto)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -13.5710 -3.2592 -0.3435 2.7630 16.9240   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 39.935861 0.717499 55.66 <2e-16 \*\*\*  
## horsepower -0.157845 0.006446 -24.49 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 4.906 on 390 degrees of freedom  
## Multiple R-squared: 0.6059, Adjusted R-squared: 0.6049   
## F-statistic: 599.7 on 1 and 390 DF, p-value: < 2.2e-16

This difference suggests the standard errors provided by summary may be biased. That is, certain assumptions may be violated which is causing the standard errors in the non-bootstrap approach to be different than those in the bootstrap approach.

If you remember from earlier in the tutorial we found that a quadratic fit appeared to be the most approapriate for the relationship between mpg and horsepower. Lets adjust our code to capture this fit and see if we notice a difference with our outputs.

quad.statistic <- function(data, index){  
 lm.fit <- lm(mpg ~ poly(horsepower, 2), data = data, subset = index)  
 coef(lm.fit)  
}  
  
set.seed(1)  
boot(auto, quad.statistic, 1000)  
##   
## ORDINARY NONPARAMETRIC BOOTSTRAP  
##   
##   
## Call:  
## boot(data = auto, statistic = quad.statistic, R = 1000)  
##   
##   
## Bootstrap Statistics :  
## original bias std. error  
## t1\* 23.44592 -0.003660358 0.2195369  
## t2\* -120.13774 0.002769239 3.6138046  
## t3\* 44.08953 0.101767465 4.1998076  
  
##   
## ORDINARY NONPARAMETRIC BOOTSTRAP  
##   
##   
## Call:  
## boot(data = auto, statistic = quad.statistic, R = 1000)  
##   
##   
## Bootstrap Statistics :  
## original bias std. error  
## t1\* 23.44592 0.003943212 0.2255528  
## t2\* -120.13774 0.117312678 3.7008952  
## t3\* 44.08953 0.047449584 4.3294215

Now if we compare the standard errors between the bootstrap approach and the non-bootstrap approach we see the standard errors align more closely. This better correspondence between the bootstrap estimates and the standard estimates suggests a better model fit.

Thus, bootstrapping provides an additional method for assessing the adequacy of our model’s fit.

summary(lm(mpg ~ poly(horsepower, 2), data = auto))  
##   
## Call:  
## lm(formula = mpg ~ poly(horsepower, 2), data = auto)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -14.7135 -2.5943 -0.0859 2.2868 15.8961   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 23.4459 0.2209 106.13 <2e-16 \*\*\*  
## poly(horsepower, 2)1 -120.1377 4.3739 -27.47 <2e-16 \*\*\*  
## poly(horsepower, 2)2 44.0895 4.3739 10.08 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 4.374 on 389 degrees of freedom  
## Multiple R-squared: 0.6876, Adjusted R-squared: 0.686   
## F-statistic: 428 on 2 and 389 DF, p-value: < 2.2e-16  
##   
## Call:  
## lm(formula = mpg ~ poly(horsepower, 2), data = auto)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -14.7135 -2.5943 -0.0859 2.2868 15.8961   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 23.4459 0.2209 106.13 <2e-16 \*\*\*  
## poly(horsepower, 2)1 -120.1377 4.3739 -27.47 <2e-16 \*\*\*  
## poly(horsepower, 2)2 44.0895 4.3739 10.08 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 4.374 on 389 degrees of freedom  
## Multiple R-squared: 0.6876, Adjusted R-squared: 0.686   
## F-statistic: 428 on 2 and 389 DF, p-value: < 2.2e-16

### Additional Resources

This will get you started with resampling methods; however, understand that there are many approaches for resampling and even more options within R to implement these approaches. The following resources will help you learn more:

* An Introduction to Statistical Learning
* Introduction to Statistics Through Resampling Methods and R
* Applied Predictive Modeling
* Elements of Statistical Learning